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\textbf{Abstract}

Design space exploration is the simultaneous analysis of problem and solution spaces for a specific domain or application scope. Performing this activity as part of the architectural design is beneficial, especially for software platforms, which are shared across organizations. Exploring the design space of software platforms in a multi-product and multi-domain context is not trivial, and only few methods exist to support this activity systematically.

This paper reports on a longitudinal technical action research (TAR) study conducted to adapt and evaluate architecture decision viewpoints for supporting platform design space exploration. The study was conducted in the context of an ABB project, which was performed to explore the design space for a common software platform for mobile device support in several product-specific software platforms at ABB.

The results indicate that the adapted decision viewpoints are well suitable for dealing with diverging stakeholder concerns, evaluating technological alternatives and uncovering relationships between decisions to be made.

© 2016 Elsevier Inc. All rights reserved.

1. Introduction

The essence of architecting is making design decisions that satisfy the most important stakeholder concerns (Kruchten, 2004; Jansen and Bosch, 2005; Perry and Wolf, 1992). When making such decisions, software architects struggle on the one hand with a large number of constraining factors (e.g., quality attribute requirements, interface requirements, constraints, company culture, politics, and other stakeholder expectations) and on the other hand with numerous design options (e.g., off-the-shelf products, software patterns, tactics, idioms, best practices, frameworks, and libraries). In the software engineering literature, the former is referred to as problem space, whereas the latter is called solution space (Shekaran et al., 1994). The union of problem and solution spaces is the design space. A design space explicitly represents design options within a particular domain or project, and the reasons (i.e., problem space elements) for choosing between these options (Zdun, 2007). The term design space exploration refers to the in-depth analysis of the design space of a specific domain or application scope.

Especially in software platform engineering\textsuperscript{1} projects, it is important to thoroughly explore the design space when making decisions. In such projects, architects deal with several stakeholder groups and varying (importance of) concerns, which may require different design choices. As opposed to single applications, which need to satisfy a distinct set of concerns, software platforms are used as a basis for several application systems (Taides et al., 2000). Consequently, they need to support different groups of functionality and they may need to support the construction of application systems with different quality attribute requirements.

We propose an approach for software platform design space exploration based on architecture decision viewpoints. In our previ-
ous work, we developed architecture decision viewpoints to support a systematic reasoning process (Heesch et al., 2013) and to document architecture decisions and the rationale behind those decisions as an integral part of architecture descriptions (van Heesch et al., 2012a; 2012b; Manteuffel et al., 2016). In this paper, we present an empirical study conducted to adapt and validate architecture decision viewpoints for supporting platform design space exploration. The differences of the study presented in this paper with our previous work are three-fold: 1) we focus on design space exploration 2) we deal with software platforms instead of single application systems 3) we conduct a longitudinal study. A longitudinal study was required, because the results of a platform design space exploration project can only fully be validated after the first application systems are built on top of the platform. Using the goal definition technique suggested in Basili et al. (1994), the goal of the study presented in this paper is formulated as follows:

Analyze a software platform design space exploration process for the purpose of adapting and evaluating architecture decision viewpoints from van Heesch et al. (2012a,b), with respect to the level of provided support for platform design space exploration.

The study was conducted as a technical action research (TAR) (Wieringa and Morali, 2012) project with ABB between January 2012 and February 2015. As part of the project, ABB supported by the researchers adapted and used decision viewpoints to explore and document the design space for a common mobile infrastructure solution for several ABB software platforms, which involved two different business units and multiple sites spread over two continents. The adapted viewpoints were validated in two stages: a first round of validation with the stakeholders was done immediately after the results of the design space exploration were presented to the stakeholders; a second round of validation was done two years afterwards to understand how the projects actually benefited from the design space description, to re-assess the recommendations derived from the design space description, and to elicit additional long-term concerns from the stakeholders.

Technical action research is a rather new research method in the empirical software engineering domain. Therefore, in Section 3, we extensively introduce and discuss the technical action research method. To give the reader a comprehensive impression of how the study was conducted, we also extensively describe the study design and execution, as well as limitations of the study using a reporting structure introduced by Wieringa (2014).

The rest of this paper is organized as follows. In Section 2, we present background information on software architecture, architecture decision viewpoints and design space exploration. Section 3 presents the design of the technical action research study conducted. In Section 4, we present the results of our analysis. In the next section, we present related work. Finally, Section 5 concludes and outlines areas for future work.

2. Background

This section presents background information on software architecture, architectural decision viewpoints and design space exploration.

2.1. Architecture decision viewpoints

Software architecture comprises the “fundamental concepts or properties of a system in its environment embodied in its elements, relationships, and in the principles of its design and evolution” (ISO/IEC/IEEE, 2011). Apart from the structural aspects of a system, many authors have stressed the importance of also preserving the rationale that went into the system design (Perry and Wolf, 1992; Kruchten, 1995; Garlan et al., 1997).

Building up on the idea to preserve the rationale behind architectural design by treating architectural decisions as first-class entities in architecture representation (Bosch, 2004; Tyree and Akerman, 2005; Jansen, 2008), van Heesch et al. developed a viewpoint-based framework for architecture decisions (van Heesch et al., 2012a; 2012b) using the conventions of ISO/IEC/IEEE 42010 (ISO/IEC/IEEE, 2011). Views of the framework integrate seamlessly into other viewpoint-based architecture descriptions. The framework contains five viewpoints (van Heesch et al., 2012a; 2012b), each of which satisfying different sets of decision-related stakeholder concerns. An explicit definition of stakeholders’ concerns in an architecture description is an integral part of viewpoint definitions in ISO/IEC/IEEE 42010. In the following, the viewpoints are briefly explained:

**Decision forces viewpoint** The forces viewpoint provides means for explicitly analyzing design options in the context of all architecturally significant decision forces. A decision force is “any aspect of an architectural problem arising in the system or its environment (operational, development, business, organizational, political, economic, legal, regulatory, ecological, social, etc.), to be considered when choosing among the available decision alternatives (van Heesch et al., 2012b).”

**Decision relationship viewpoint** Relationship views are used to make connections between architecture decisions explicit. Various types of connections are supported, e.g. depends on, caused by, or is alternative to.

**Decision chronology viewpoint** Chronological views show the evolution of architecture decisions over time. Apart from decisions made, the view also preserves information about design options that were considered but not decided, and other decisions that were discarded over time.

**Decision stakeholder involvement viewpoint** It describes the roles of specific stakeholders in the decision-making process, capturing which stakeholders proposed, confirmed, or validated specific decisions.

**Decision detail viewpoint** Decision detail views holistically describe single architecture decisions, including a comprehensive description of the chosen architectural solution and the rationale for choosing this solution.

Originally, the main perceived benefit of decision documentation was preservation of rationale behind decisions made in the past (Bosch, 2004). However, our previous studies have shown that decision view creation also has an immediate benefit for the architects during the design process, as they support a systematic reasoning process (Heesch et al., 2013). In a comparative multiple-case study with junior designers, van Heesch et al. showed that particularly the decision forces viewpoint and the decision relationship viewpoint provide strong support for the decision making process (Heesch et al., 2013). The other viewpoints mainly serve documentation purposes. Their main benefit is the preservation and communication of architectural knowledge, rather than support for the design process.

2.2. Design space exploration

Design space exploration has been traditionally based on determining the problems to be solved, potential solutions to those problems, and the ways to gauge whether the latter solve the former. A typical well-known example of such approaches is Questions-Options-Criteria (QOC) (MacLean et al., 1991), where
questions represent the problems, options map to candidate solutions while criteria are used to determine how well the options fare with respect to the questions at hand. While QOC was originally proposed for the Human-Computer Interaction field, it has been used extensively across the Software Engineering lifecycle. Another popular approach from the field of Software Measurement is Goal Questions Metric (GQM) (Basili et al., 1994). The difference with QOC is that GQM does not look for candidate solutions; it only states the problem (in terms of the goal), then asks a number of questions to refine the goal and finally measures the object of study (e.g. product or process) according to the metrics. In essence, GQM allows for problem space exploration according to the goals and questions but it also provides the metrics to be used for assessing the candidate solutions.

In the software architecture literature, design space exploration is treated as inherent to the activity of architecting. In the well-accepted model of Hofmeister et al. (2007), architecting is comprised of architectural analysis (identifying architecturally-significant requirements), synthesis (finding candidate solutions) and evaluation (assessing the degree to which candidate solutions match the requirements). These three activities map to the exploration of the problem space, the solution space, and the combined design space respectively. Architectural analysis searches through the problem space to come up with potential functional and non-functional requirements, assumptions, risks, stakeholder concerns. Architectural synthesis explores the landscape of potential software patterns, technologies, or any other types of design solutions based on experience, design theory or best practices. Finally architectural evaluation looks at both the problem and the solution space checking the extent to which design solutions match the stated problems. All three architectural activities are used iteratively making compromises in both, problem and solution spaces, until an optimal result is reached. The latter process is also referred to as the Twin Peaks model (Nuseibeh, 2001), which proposes an iterative and incremental exploration of both problem and solution space that allows for the architecture to be shaped by the requirements and the other way round.

During architectural analysis, problem space exploration often takes place through stakeholder workshops. For example, the Quality Attribute Workshop (Barbacci et al., 2003) helps to elicit quality requirements through a discussion among project stakeholders regarding high-level scenarios of system execution and maintenance/evolution. During architectural synthesis, solution space exploration mostly happens by consulting repositories of reusable solutions. For example, the Attribute-Driven Design method (Bass et al., 2012) mandates looking for tactics from established catalogs that satisfy particular quality attributes and patterns that are compatible with these tactics. Finally, during architectural evaluation, design space exploration takes place mostly through expert judgement on the match between problem and solution space. For example, the Decision-Centric Architecture Review (DCAR) method (van Heesch et al., 2014) requests participating stakeholders to weigh reasons in favor against reasons against a decision and eventually vote for the “goodness” of the decisions.

There has been a fair amount of literature applying the aforementioned generic approaches (QOC or GQM or one of their variants), to the three architecting activities of analysis, synthesis and evaluation. Usually such works make use of reusable knowledge both in the problem space (e.g. problem frames or goal models) and the solution space (e.g. software patterns or decision models). As an example, Gross and Yu (2001) aim at supporting design reasoning by supporting designers to select design patterns based on their impact on non-functional requirements (NFR). To this end, they link design patterns to non-functional requirements (represented as goals and related in graphs), thus creating explicit traces between the problem space (goals) and the solution space (patterns). Similarly, Zdun (2007) proposes to explore design spaces made of software patterns by formalizing pattern relationships and further annotating them with effects on quality goals. This allows architects or designers to parse through the design space by navigating from pattern to pattern until a combination of selected patterns optimally meets the quality goals.

3. Study design and execution

In this section, we present the study goal and research questions, the selected research approach, and the data collection and analysis procedures.

3.1. Research goal and research questions

As described in Section 1, the overall study goal is defined as:

Analyze a software platform design space exploration process for the purpose of adapting and evaluating architecture decisions viewpoints from van Heesch et al. (2012a); 2012b), with respect to the level of provided support for platform design space exploration.

In the remainder of this article, we adopt Wieringa’s classification of research questions into practical problems and knowledge questions (Wieringa, 2009). Wieringa defines a practical problem as “a difference between the way the world is experienced by stakeholders and the way they would like it (the world) to be”; a knowledge question is defined as “a difference between current knowledge of stakeholders about the world and what they would like to know”. The research goal is broken down into the following knowledge questions and practical problems:

- **RQ1 (Knowledge question):** What are typical stakeholders for software platform design space exploration (producers and consumers)?
- **RQ2 (Knowledge question):** What are the stakeholders’ concerns to be framed by viewpoints used for design space exploration?
- **RQ3 (Practical problem):** What needs to be adapted in decision viewpoints to support the design space exploration concerns identified in RQ 2?
- **RQ4 (Knowledge question):** In how far do the adapted viewpoints satisfy the design space exploration concerns identified in RQ 2?
- **RQ5 (Knowledge question):** What is the long-term value of the views of the adapted viewpoints as experienced by the stakeholders in the course of the project?

RQ1 aims at finding typical stakeholder groups of design space exploration, i.e. all persons or organizational groups who influence the design space exploration or who are impacted by the results of the design space exploration. The stakeholders actively involved in the exploration of the design space are referred to as producers; the stakeholders who use the results of the exploration are called consumers (Tang et al., 2010). RQ2 is about identifying the concerns of the stakeholders identified in RQ1. RQ3 is a practical problem, concerned with the adaptation of existing decision viewpoints to optimally satisfy the concerns identified in RQ2. As explained above, the need for adaptations was expected, because the viewpoints were originally designed for single applications rather than software platforms. RQ4 is about validating the changes, i.e. finding out in how far the adapted viewpoints can satisfy the extended set of stakeholder concerns. RQ5 is intended to understand

2 The term concern here refers to a stakeholder’s interest in an architectural view that is part of an architecture description, rather than a concern in the properties of a software system.
the value of the views for the software projects that used the results of the design space exploration as a basis for application development.

In the next section, we present the research design applied to answer the research questions.

3.2. Research approach

The study was conducted using TAR, as conceptualized by Wieringa and Moralı (2012). TAR is used to validate an artifact that was created to solve a class of problems by using it to solve a concrete problem instance and drawing conclusions with respect to the entire problem class (Seddon and Scheepers, 2012; Wieringa, 2014). A central idea behind TAR is that validation of an artifact does not take place under idealized conditions (which would be the case in a controlled experiment for instance), but in the concrete context of practice. TAR provides a practical value to the organization in which it is used, while allowing researchers to gain new theoretical knowledge (Sjoberg et al., 2007). Therefore, it has higher practical relevance than empirical research methods that idealize conditions to improve the observation of phenomena in isolation (Wieringa and Moralı, 2012; Baskerville and Wood-Harper, 1996; Sjoberg et al., 2007).

Technical action research combines aspects from design science (Hevner et al., 2004; Wieringa, 2009) with action research (Reason and Bradbury, 2001; Baskerville, 1999; McIntyre, 2008). Design science aims at creating or improving artifacts that serve human purposes (March and Smith, 1995; Wieringa, 2009). It makes a generalizability claim in that the artifact is associated with a class of problems, as opposed to action research, which is concerned with gaining knowledge by solving concrete practical problems in organizations (Reason and Bradbury, 2001) by means of active collaboration between an organization and external researchers. Technical action research combines those two aspects in that an artifact is brought into a concrete industrial context to solve a relevant practical problem. In contrast to a case study, which also studies phenomena in an industrial context, (technical) action research is not purely observational. In TAR, the researchers are actively involved in the process of applying the artifact in practice while observing it (Runeson and Höst, 2009; Baskerville and Wood-Harper, 1996; McKay and Marshall, 2001). The main difference between TAR and other forms of action research is that TAR aims at testing a particular (technical) artefact, whereas other action research projects are problem-driven without the pre-determined focus on a particular artifact (Wieringa and Moralı, 2012).

This means that technical action research projects actually comprise two projects: the first project is a research project, in which researchers try to answer research questions (typically the validation of a previously designed artifact); the other project is an engineering project, in which the artifact is applied (and possibly adapted) to solve a concrete problem in an organization. Wieringa refers to the former project as empirical cycle and to the latter as client engineering cycle (Wieringa and Moralı, 2012). Apart from helping the organization with a concrete problem, the client cycle serves the researchers as a means to answer research questions concerned with the validation of the applied artifact.

Fig. 1 shows the empirical and engineering cycles used in TAR. The research cycle starts with an investigation of the research problem. The cycle continues with the research design and validation. The next activity in the research cycle is the research execution. As Fig. 1 shows, in TAR the client engineering cycle is intertwined with the empirical cycle, i.e. the client engineering activities are part of the empirical research design and validation and the research execution is completely performed as part of the client engineering cycle. The client engineering cycle comprises its own problem investigation, which is concerned with the concrete problem that the client organization wants to solve using the artifact under study in the research cycle. The client cycle continues with treatment design, i.e. how will the artifact be introduced, used, and adapted in the organization (Wieringa, 2014). After the validation, the treatments are implemented and finally evaluated in the client context. The implementation evaluation concerns the suitability of the artifact to address the client problem. The entire client cycle can be executed in multiple iterations. When the client activities are finished, the data analysis is conducted as a final activity in the research cycle.

In absence of established reporting templates for technical action research, we use the activities depicted in Fig. 1 as reporting structure for the remainder of this section. Each activity is described in a separate subsection. For a more detailed description of these activities, we refer the reader to Wieringa (2014).

3.3. Research problem analysis

In this section, we describe the unit of study and the research questions associated with it. The unit of study is the use of decision viewpoints for supporting design space exploration for mobile device support in several software platforms at ABB. As described above, decision viewpoints were originally designed for documenting architecture decisions made in a software project. Their use in this context has been validated in previous empirical studies (van Heesch et al., 2012a; Heesch et al., 2013; van Heesch et al., 2012b). The use of decision viewpoints for exploring the problem and solution spaces for software platforms is a new use case. Previous studies demonstrated the general applicability of the decision viewpoints supporting a rational exploration of the design space for single software applications. Their use in a platform development context introduces several additional challenges, e.g., dealing with multiple coherent stakeholder groups, different sets of functional requirements, different priorities and importance of decision forces, and a wider solution space that is not constrained by the specifics of a single software project. It was thus assumed that the viewpoints were not usable out-of-the-box, but that they had to be adapted and extended during the project to optimally support the additional or different stakeholder concerns. In the next section, we specify the research goal and questions.

3.4. Research & inference design

In technical action research, the research design typically comprises (Wieringa, 2009; Tripp, 2005):
• The acquisition of a client company that is willing to apply the artefact under study
• An agreement on an improvement goal for the client engineering cycle
• An agreement on the researchers’ roles and responsibilities in the client company
• And an agreement on the data collection activities.

The following subsections describe those aspects in detail.

3.4.1. Client acquisition and improvement goal

As opposed to many other (technical) action research projects, in which it is common that the researchers actively acquire clients, in this project, the client approached the researchers. In 2012, ABB started a company-internal project to explore the design space for a common mobile infrastructure platform for several ABB software products. ABB contacted the researchers, because they had made good experiences with decision-centric architecting and they found the decision viewpoints from van Heesch et al. (2012a) a promising basis for supporting design space exploration. Ultimately, the design space exploration was intended to contribute to ABB’s strategy for expanding parts of the product portfolio with mobile solutions.

The researchers and ABB agreed on the following client improvement goal statement:

"Enhance ABB’s understanding of the design space of mobile applications and their related backend systems in the context of several product platforms at ABB by documenting architecture alternatives, their trade-offs, and an evaluation and recommendation based on architecture decisions viewpoints and architectural prototypes."

3.4.2. Researchers roles and responsibilities

In TAR projects, it is important to clarify the researchers’ roles and responsibilities upfront, because they have two roles that need to be distinguished. On the one hand, they act as empirical researchers who aim at answering knowledge questions related to the unit of study. On the other hand, they get actively involved in the client engineering cycle as helpers, who support the client in using and adapting the artefact under study in the client-specific context (Wieringa, 2014).

This study is a joint effort of three researchers and two client delegates. Two of the researchers were involved as helpers in the client engineering process, whereas the third researcher was involved in the data analysis and interpretation only. As suggested by Siebers for empirical research in software engineering (Sieber, 2001), all researchers signed a non-disclosure agreement to protect ABB’s intellectual property. In the following, we describe the researchers’ responsibilities in their roles as researchers and as client helpers in the context of this research project:

Researchers Design the empirical study including all treatments; obtain information required to answer the research questions posed in Section 3.1, analyze the data and draw conclusions with respect to the validity of the research results for the wider problem class (in contrast to the client-specific problem instance).

Client helpers Support ABB in the use and adaptation of decision viewpoints for design space exploration. Provide support exclusively in the form of training and guidance on how to use decision viewpoints and in developing further the used viewpoint specifications. The actual design space exploration, including the creation of all decision views that correspond to the viewpoint specifications is exclusively done by ABB.

3.4.3. Data collection activities

In this section, we describe the data collection activities used during the study. Each activity is briefly described and linked to the research questions posed in Section 3.1.

All activities belonging to the client engineering cycle took place at the ABB site in Västerås, Sweden. The engineering cycle involved two distinct business units, each having multiple sites, product lines, and presence on two continents. The external researchers were not present on-site. All communication and data exchange between the researchers and ABB took place remotely via e-mail, video conferencing, and file sharing.

The data collection took place in two phases. In the first phase, between January and December 2012, the actual design space exploration was performed. The phase finished with a presentation of the design space to all company stakeholders at ABB. Between 2013 and 2014, ABB used the results of the analysis as input for implementing mobile strategies in different software platforms. The second phase started in October 2014. The researchers and ABB delegates met again to plan and conduct a retrospective data collection, required to answer RQ5 about the long-term value and sustainability of the views created in phase one.

Table 1 lists the data collection activities and the assigned research questions. The retrospective interviews with the company stakeholders were conducted in phase two, all other data was collected in phase one.

3.5. Research design validation

In this section, we identify potential validity threats and explain how they were addressed in the study.

An important validity aspect of technical action research projects is the suitability of the project domain. According to Baskerville and Wood-Harper (1986), a domain is suited for action research, if the researcher can get actively involved in the project with a mutual benefit for both, researchers and organization. Moreover, it must be possible to immediately apply knowledge gained during the project in a cyclic process linking theory and practice. This project meets all of those criteria. The researchers were actively involved in the project for adapting decision viewpoints to the special requirements of platform design space exploration. The process was iterative and knowledge gained during one iteration was immediately used in subsequent iterations to improve the usability of the decision viewpoints. The outcome of the study was used by ABB for sub-sequent software projects while the gained knowledge went into an improved decision viewpoint specification.

Following Easterbrook et al., the two main criteria for judging action research designs are authenticity of the problem and authenticity of the knowledge outcomes for the participants (Easterbrook et al., 2008). In this study, the researchers were approached with a problem by the industrial partner ABB, thus the authenticity of the problem cannot be questioned, because the problem is a real-life industrial problem that was defined by the industrial partner prior to the study. To increase the authenticity of the knowledge outcome, the study was designed as a long-term study. There was a period of approximately two years, in which ABB used the study results (i.e. the design space exploration documented in architectural views) before the retrospective validation was conducted. We therefore assume a high level of knowledge outcome authenticity.

While the active involvement of the researchers in the client engineering cycle is a key characteristic of all action research projects, it also casts a major threat to the generalizability of the results. If the artifact under study is primarily used or applied by the researchers, then one might argue that the researchers can use the artifact in a way nobody else can. Wieringa proposes to

3 The names of the concrete platforms were removed for confidentiality reasons
mitigate this threat by teaching others to use the artifact so they can apply it in the client cycle (Wieringa and Morali, 2012). We adopted this proposal. The client delegates followed an introduction on view definition using the viewpoints in the beginning of the client cycle. All views, created during the study, were exclusively created and refined by ABB delegates. The researchers contributed by refining the viewpoint definitions, which capture specifications and guidelines on how to create views.

Another potential threat to validity in all qualitative studies stems from the phenomenon that interviewees tend to answer questions in a socially desirable way or that researchers interpret ambiguous indicators in a favorable way (Yin, 2009; Wieringa and Morali, 2012). The former threat can be partially mitigated by having others than the researchers perform the data collection; the latter threat by assigning the data analysis activity to researchers not directly involved in the project. As described above, in this project, all interviews with ABB stakeholders were carried out by the ABB delegates rather than the researchers. This significantly reduces the probability of interviewees giving answers only because they are desirable. The risk of researchers’ bias during the data analysis was at least partially mitigated by involving another researcher into the analysis. The coding procedure was conducted by two researchers independently, only the resulting code system and concepts were derived in collaboration (please refer to Section 3.7 for details on the data analysis procedure). This reduces the threat of researcher’s bias to a certain extent. However, the threat could not totally be eliminated.

3.6. Research execution–client engineering cycle

In this section, we describe research execution activity, which corresponds to the client engineering cycle, as depicted in Fig. 1.

3.6.1. Client problem investigation

In 2012, ABB started a company-internal project to explore the design space for a common mobile infrastructure platform for several ABB software products. The project was started based on the observation that the second generation of standard mobile platforms provides considerable more processing, data networking, and user interaction capabilities than the first generation and is therefore mature enough to be integrated into ABB’s project portfolio. For ABB, an integration of mobile solutions opens up several new use cases for existing products, for instance mobile control apps, maintenance managers, and sales support apps.

Before the project, ABB had no standard way of integrating mobile solutions into their platforms. Their main concerns centered around deployment strategies and facilities, security, product scoping and licensing for the different product portfolios. To address these concerns, ABB wanted to investigate the design space for mobile platforms, which includes an identification of the key stakeholders of the different products, their concerns and interrelationships, an identification of key architectural alternatives, and the investigation of specific technological solutions. ABB decided to use architecture decision viewpoints to support this investigation process and to document the outcome of the design space exploration. As the existing decision viewpoints were not optimally suited for software platforms, the viewpoints had to be adapted and views of the adapted viewpoints had to be created.

3.6.2. Client treatment design

In technical action research, a treatment is an artefact under study interacting with a particular problem context (Wieringa and Morali, 2012). In this case the artifacts under study are decision viewpoints and the problem context is ABB’s design space exploration project for mobile integration. As described in Section 3.5, we intended not to create the decision views ourselves, but to teach the ABB delegates how to create them. The following list describes how decision viewpoints were introduced to ABB and how they were used within the project.

**Decision viewpoint specifications** ABB was provided with the latest decision viewpoint specifications following the conventions of ISO/IEC/IEEE 42010 (ISO/IEC/IEEE, 2011). Viewpoint specifications describe the concerns framed by the viewpoint, typical stakeholders for these concerns and one or more model kinds, which describe the notations, conventions, and modeling techniques to be used on models of these kinds. Please refer to ISO/IEC/IEEE (2011) for a detailed description on viewpoints, views, model kinds and models.

**Introductory presentation on decision viewpoints** We introduced the decision viewpoints to the two ABB delegates in an online conference meeting. The presentation covered the viewpoint specifications and examples of views of each

---

4 For the difference between views and viewpoints, please refer to (ISO/IEC/IEEE, 2011)
viewpoint. Furthermore, the ABB delegates had the chance to clarify questions and uncertainties regarding the view creation.

Adaptations of viewpoint specifications As mentioned earlier, we anticipated that the viewpoints had to be adapted to optimally support platform design space exploration. Changes to the viewpoints were initiated by the ABB delegates when they observed a limitation of the original viewpoints specification. In such cases, the researchers developed extensions to the viewpoints to overcome those limitations. The adapted viewpoint specifications were then discussed with the ABB delegates. In many cases, this process required multiple iterations.

Reviews of created views The decision views created by ABB were regularly reviewed by the researchers. During these reviews, the researchers focused on syntactical and conceptual correctness of the views rather than checking the domain-specific content.

3.6.3. Treatment validation

In TAR, treatment validation is primarily concerned with estimating the effect of the artefact in the problem context and evaluating whether these effects satisfy the stakeholders' improvement criteria (Wieringa and Morali, 2012). Apart from that, each treatment could have side-effects that are not desired or even harmful with respect to the client's goals. Therefore, as part of the treatment design validation, the researchers evaluate whether the treatments to be applied are as simple and non-invasive as possible to achieve the client goals, while at the same time reducing side-effects to the best possible degree. Other concerns of treatment design validation are repeatability and ethics (Wieringa, 2014).

In this particular case, the treatment had to be suitable for supporting the design space exploration activities of ABB. As described above, our previous studies had shown that decision viewpoints support several design space exploration activities when being used for single-product development. We therefore expected that the existing viewpoints would show the same positive impact in platform design space exploration. However, platform design space exploration has several additional challenges:

- systematically identify and prioritise diverging stakeholder groups and their concerns in this platform design space exploration
- uncover and resolve conflicting stakeholder concerns and priorities
- understand impacts of those concerns (including conflicting impacts) on candidate architectural solutions
- efficiently present the results of the design space exploration to project stakeholders and to
- specify decisions to be made including decision dependencies (technological and chronological)

We planned to address these challenges by anticipating the need for viewpoint adaptations, as described in the treatment design.

Undesired side effects were for instance an unreasonable increase of effort, researchers' activities causing project delays, or a dependency on the researchers for the creation or consumption of decision views. While the first two treatments (provision of decision viewpoint specification and introductory presentation of decision viewpoints) are uncritical, ABB's dependency on the researchers for updating viewpoint specifications bears a potential risk with respect to project delays. ABB mitigated this risk by planning project activities in a way that the view creation was not on the critical project path. That way, the researchers efforts for adapting viewpoint specifications were performed in parallel to ABB's project activities. The reviews of the created views were also performed offline, thus not binding ABB resources apart from the communication of the review results. The dependency on the researchers for creating or interpreting views was avoided by planning the treatments in a way that views were exclusively created by ABB. This also has a positive impact on the repeatability of the study; only the adaptation of decision viewpoints was done by the researchers, which is a natural trade-off given that the decision viewpoints are the artefact under study. The following measures were taken to mitigate ethical concerns to the best possible degree:

- All participants of the study were fully aware of all treatments and the motivation behind the treatments
- ABB, and all ABB employees who took part in the study were free to stop the study at any point without giving reasons
- The researchers signed a non-disclosure agreement to protect ABB's intellectual property, information integrity, and confidentiality.
- All publications of the study results are approved by ABB

In the next section, we describe the implementation within the client cycle. We mention all activities within the project that have relevance for the research project.

3.6.4. Implementation

As stated above, the goal of the client cycle was exploring the design space for a common mobile platform at ABB, which could be used as basis for mobile application support in several ABB software products.

Among the different mobile applications that are being developed and/or to be developed by different business units (BUs), the project focused on the mobile applications that communicate through the internet with a server controlled by a customer running an ABB PC-based software product. In this setup, the customer’s IT organization is responsible for its deployment and operations. Two business units were chosen accordingly for understanding the problem and solution space of mobile applications and their related backend systems.

The two ABB delegates interviewed product managers and RD managers at the BUs to collect information. The objective of the interviews was to understand and collect information about products' mobility development and future strategies. These interviews were recorded, and minutes of the meetings were sent out to interviewees for comments if any. The same general questions were used during each interview, but a certain degree of freedom was allowed for getting the required information. The interviews were semi-structured with open-ended questions. Examples of questions that were used in the interviews are:

- What does the mobile strategy look like?
- Which parts of the product are considered to be expanded with mobile solutions?
- What are the business drivers that motivate the development of mobile solutions?
- What kind of business model do you envision for mobile solutions?
- Which quality attributes (e.g., performance, availability, security, etc.) are in focus?
- What are the business constraints when developing mobile solutions?
- What are the technical constraints when developing mobile solutions?
- What do the deployment and update strategies look like?

The entire question guide for the interviews can be found in Appendix D.

After consolidation of the collected information, seven main categories of requirements were identified for the common mobile
Table 2
Consolidated force priority model (product names obfuscated).  

<table>
<thead>
<tr>
<th>Code</th>
<th>Categories of requirement</th>
<th>XXX</th>
<th>XXX</th>
<th>XXX</th>
<th>XXX</th>
<th>Avg priority</th>
<th>Prio. variance</th>
</tr>
</thead>
<tbody>
<tr>
<td>1</td>
<td>Integrity</td>
<td>10</td>
<td>6</td>
<td>8</td>
<td>5</td>
<td>8.5</td>
<td>11.7</td>
</tr>
<tr>
<td>2</td>
<td>Interoperability</td>
<td>20</td>
<td>6</td>
<td>8</td>
<td>10</td>
<td>9.8</td>
<td>13.3</td>
</tr>
<tr>
<td>3</td>
<td>Security</td>
<td>15</td>
<td>8</td>
<td>4.5</td>
<td>15</td>
<td>10.6</td>
<td>27.8</td>
</tr>
<tr>
<td>4</td>
<td>Technology-aware experience</td>
<td>20</td>
<td>7.5</td>
<td>8.5</td>
<td>10</td>
<td>11.3</td>
<td>38.7</td>
</tr>
<tr>
<td>5</td>
<td>Availability</td>
<td>10</td>
<td>7</td>
<td>5.5</td>
<td>10</td>
<td>8.2</td>
<td>15.0</td>
</tr>
<tr>
<td>6</td>
<td>Performance</td>
<td>5</td>
<td>7.5</td>
<td>4.5</td>
<td>6</td>
<td>5.8</td>
<td>1.8</td>
</tr>
<tr>
<td>7</td>
<td>Usability</td>
<td>0</td>
<td>7.5</td>
<td>5.5</td>
<td>5</td>
<td>6.5</td>
<td>7.9</td>
</tr>
<tr>
<td>8</td>
<td>Maintainability</td>
<td>10</td>
<td>5</td>
<td>7.5</td>
<td>4</td>
<td>6.5</td>
<td>7.9</td>
</tr>
<tr>
<td>9</td>
<td>Reusability</td>
<td>0</td>
<td>4.5</td>
<td>5.5</td>
<td>3</td>
<td>3.3</td>
<td>5.3</td>
</tr>
<tr>
<td>10</td>
<td>Reliability</td>
<td>5</td>
<td>6.5</td>
<td>5.5</td>
<td>5</td>
<td>5.5</td>
<td>0.7</td>
</tr>
<tr>
<td>11</td>
<td>Flexibility</td>
<td>0</td>
<td>8.5</td>
<td>7.5</td>
<td>5</td>
<td>8.5</td>
<td>10.5</td>
</tr>
<tr>
<td>12</td>
<td>Usability</td>
<td>0</td>
<td>8.5</td>
<td>6</td>
<td>3</td>
<td>3.8</td>
<td>7.6</td>
</tr>
<tr>
<td>13</td>
<td>Deployability</td>
<td>0</td>
<td>7</td>
<td>7.5</td>
<td>2</td>
<td>4.1</td>
<td>10.1</td>
</tr>
<tr>
<td>14</td>
<td>Device management</td>
<td>0</td>
<td>9.5</td>
<td>6.5</td>
<td>2</td>
<td>6.5</td>
<td>9.8</td>
</tr>
<tr>
<td>15</td>
<td>Network</td>
<td>0</td>
<td>6.5</td>
<td>5.5</td>
<td>6</td>
<td>4.3</td>
<td>8.1</td>
</tr>
<tr>
<td>16</td>
<td>Development constraints</td>
<td>0</td>
<td>6</td>
<td>5.5</td>
<td>2</td>
<td>3.4</td>
<td>5.6</td>
</tr>
<tr>
<td>17</td>
<td>Costs</td>
<td>0</td>
<td>3.5</td>
<td>3.5</td>
<td>2</td>
<td>2.6</td>
<td>4.6</td>
</tr>
</tbody>
</table>

The platform, i.e., Integration/Interoperation, Quality Attributes, Device Management, Evolution/Deployment, User Interface, Functionality, and other aspects that concern business model, development efforts, resources and expertise. These categories of requirements pinpoint the key considerations when developing the common mobile platform. The results of the survey were documented in a list of initial force priority models, one model for each software product. At that time the models contained only a list of force candidates mapped to the respective product stakeholders. In the course of the project, these models were iteratively refined. The ABB delegates used MS Excel for creating all forces models. Other architectural views were created using Sparx System’s Enterprise Architect. To better understand the problem space and to facilitate required choices of appropriate technologies and architecture solutions for the common mobile infrastructure, the ABB delegates prepared a questionnaire and let stakeholders provide prioritzations for the elicited requirements. In the questionnaire, the elicited requirements were grouped into 17 aspects in total, including Integrability, Interoperability, Security, Usability/User experience, Availability, Performance, Compatibility, Maintainability, Reusability, Reliability, Flexibility, Evolvability, Deployability, Environment, Development constraints, and Costs. Some of the aspects contain sub-elements. All the aspects and respective sub-elements (if any) had to be answered on a 7-point Likert scale (1 for the lowest prioritized, 7 for highest prioritized). At the end of the questionnaire, the stakeholders were asked to distribute 100 points among the 17 aspects so as to give us an overview of their relative priorities of the requirements. The stakeholders were also asked if there were any additional requirements that they wanted to add. The intention of the questionnaire was two-fold: (1) Further validate the completeness and correctness of the elicited requirements; and (2) Understand the different levels of importance of the requirements to the stakeholders. This would provide input to the consecutive technology evaluations and the choices of architectural decisions/solutions in the project. The full priority questionnaire can be found in Appendix E.

After this step, the existing force priority models contained product-specific forces and priorities of the product stakeholders. The models were consolidated into one additional force priority model (see Table 2) showing an overview of forces, the priorities of the product stakeholder groups and statistical information about average priority and variance per force. The client project focused on exploring existing mobile Cross Platform Tools (CPT) in the market. These tools allow building mobile applications for multiple mobile platforms with the same code base. Additionally, they provide deployment, integration and device management functionality. To get a comprehensive overview of existing CPTs, relevant technology trend reports were browsed including Gartner’s report (Clark et al., 2012) and Vision Mobile’s report (Mobile, 2012). There is a large diversity of proprietary programming languages, frameworks and development tools in the mobile market, which is problematic for application producers who need to support multiple mobile platforms. A cross platform technology that would create mobile applications for multiple platforms using a single code base could save cost, time and development effort. The ABB delegates identified 37 technologies and analyzed them in terms of the previously identified forces. Additionally, technology-specific forces such as supported platform, I/O support, device core API support, integration ability, development environment and deployment, license model and cost were used. To support the analysis, the ABB delegates created one decision forces model per technology. Apart from the forces already identified in the force priority models, the additional technology-specific forces were added to the models. In these models, each impact rating of a force was described with a short statement describing the impact rating in more detail. (Fig. 2)

After gathering the information, the ABB delegates classified the technologies into ten different categories based on the architectural styles they use: (1) Mobile web adaptation server, (2) Native browser, (3) Embedded webkit, (4) Embedded virtual machine, (5) Native application, (6) Embedded remote desktop, (7) Embedded webkit with JavaScript API, (8) Cross compiler, (9) Data driven, (10) Embedded webkit with virtual machine. Table 3 shows an example of an analysis of identified architectural styles, showing a short description of each style with pros and cons. The content from the table is taken from representative forces models for each architectural style.

As a sub-sequent step a consolidated decision forces model was created showing all forces and one representative technology for each architectural style. The forces model was used to understand which technologies were most promising in the project context. Fig. 4 shows an excerpt from this model.

Because the impact of some forces on specific technologies was uncertain at that time, the ABB delegates decided to build small prototypes for the most promising architectural alternatives. Apart from filling some white spots in the force model, the prototyping activity was used to test the feasibility of the technologies for selected mobile platforms. The implemented scenario was a visualization and acknowledgement functionality for an alarm from an alarm list using one code base. The scope of the prototypes included examining multi-platform UI and live-data stream perspectives.

http://www.sparxsystems.com/products/ea/
To decide on which technology solution to choose, in addition to prototyping, several key decision points were identified based on conflicting forces resulting from the different business units' requirements. Some examples are:

- Offline support: The mobile platform should allow for mobile applications to work in an offline mode, allowing for maximum productivity in the case of the absence of a data connection. The mobile platform should also allow for background synchronization once the data connection is re-established.

- Cross-platform support: The technology should support different mobile operating systems and versions, as to decouple the evolution of the mobile application and associated server product from the evolution of the mobile devices and their operating systems.

- Supported form factor: The mobile platform supports large and small form factors (laptop, tablet, phone, etc.) that run on different operating systems.
Several decision relationship models were created to visualise decision alternatives and their inter-dependencies. Different business units have different issues and maturity levels in their mobile strategies. Therefore, as a final step, multiple decision roadmap models were created to reflect different business units’ needs and plans on software reuse, mobile business models, and potential enhancement in mobile strategy with value proposition. The roadmaps were consolidated into one overview model showing business units, their products, milestones and decisions to be made in time. Fig. 3 shows a simplified representation of the consolidated roadmap showing decisions to be made in time relevant to multiple products, stakeholders, milestones and evaluation criteria. The view is highly obfuscated as it mainly contains business-critical strategic decisions.

3.6.5. Implementation evaluation

The implementation evaluation was done both at the end of the client project and two years after the project finished. The former evaluation focused on if the decision viewpoint process helped the business units identify and prioritize stakeholders’ concerns, and if the process helped provide clear and reasonable ground for them to make decisions on mobile applications in the future. The second evaluation was performed through retrospective in-depth interviews with focus on how the decision views have supported the stakeholders’ decision making process for mobile strategy. The interviews were conducted by the ABB delegates. A question guide (see Appendix F) was used by the delegates to make sure that important topics of interest were covered during the interviews. All interviews were conducted using video conferencing tools as the responsible stakeholders were located at different ABB sites. The results of the evaluation are described in Section 4.

3.7. Data analysis procedure

The data gathered during the study was analyzed using the constant comparative method, originally described as part of grounded theory (Glaser and Strauss, 1967). Using the constant comparative method (also referred to as constant comparison), researchers analyze the collected data in multiple iterations. In each iteration, theories are developed or refined based on the collected data. The theories are constantly compared to new findings made during subsequent artifact analysis. That way, theories either stabilize, or they have to be discarded when new findings contradict them.

Grounded theory and its constant comparative method have increasingly been used in software engineering research as a method for qualitative data analysis in the last years (Urquhart et al., 2010; Adolph et al., 2011). It is particularly suitable if the research is fundamentally exploratory rather than being confirmatory (Urquhart et al., 2010). The knowledge questions in this study aim at gaining new knowledge rather than confirming existing hypotheses or conjectures. Additionally, the data collected is mainly qualitative. Thus, constant comparison is well-suited as a data analysis method.

Fig. 4 provides a model of concepts used in constant comparison. In the following, we describe those concepts as part of the analysis procedure applied during this study:

Step1 - Filter study documents: In the first step, we browsed all documents we created during the study and documents that were provided by ABB. All documents were stored in the study document database. Apart from interview transcripts, field notes and minutes, this data also included relevant presentation material and design documents that related to the research questions.

Step2 - Coding and concept identification: In step two, all documents were coded iteratively. The coding was done by
two researchers. One researcher had already taken part in the study as researcher and client helper, the second researcher contributed to the study as a data analyst. We used the qualitative analysis software MaxQDA, which supports collaborative coding and provides several means for tracing codes to indicators in several document types: among others videos, presentations and office files. During the coding procedure, the two researchers independently studied the documents. Each phrase, sentence, or paragraph that indicated a certain behavior (called indicator in grounded theory (Strauss, 1987)) was labeled with a code that briefly captures the coded indicator. This approach to coding is called descriptive coding (Miles et al., 2013). The code system was developed from scratch, thus no pre-defined coding system was used. After each coded document, the researchers collaboratively revisited the codes and indicators and derived concepts together. A concept is a representation of a pattern of behavior, suggested by a set of indicators, which were captured using codes (Adolph et al., 2011). At the same time, the two independent coding systems of the researchers were discussed and harmonized. That way the coding system and the concepts were iteratively refined.

**Step3 - Final harmonization:** After all documents were coded and concepts were derived, the two analyzing researchers performed a final harmonization step. This included checking all indicators and codes belonging to each concept and revising them with respect to homogeneity and consistency.

**Step4 - Assign concepts to research questions:** After the final harmonization of codes and concepts, each concept was assigned to one or more research questions. This mapping of concepts and research questions served as a basis for the interpretation of results, reported in Sections 4.3.1 – 4.3.5.

## 4. Results

In this section, we present information on the interviews conducted, the coding system that emerged from the analysis of the data collected, and our interpretation of the collected data.

---

### 4.1. Interviews

In the first project phase in 2012, the ABB delegates conducted interviews with seven stakeholders holding different positions and responsibilities at ABB. All stakeholders were involved in the mobile platform engineering project. Table 5 presents the interviewees, their position at ABB, and the duration of the interview. All interviews were transcribed and analyzed by the researchers. In total, 9.5 hours of interviews were collected in this phase.

Table 6 presents information on the retrospective interviews conducted in 2015 to gather data on the long term use of the decision views and the progression of the platform development and use. We managed to interview three of the original interviewees. The other interviewees had either left the company or were not available for interviews. The interviewees’ positions within the company had changed since the original interviews. Again, the interviews were conducted by the ABB delegates and analyzed by the researchers.

Apart from the transcribed interviews, we analyzed 15 work artifacts (including decision views, project presentations and reports, requirements and design documents, and field notes).

#### 4.2. Coding results

Fig. 5 presents the results from the coding procedure. We present concepts and sub-concepts derived from the codes. For reasons of company disclosure rules, the codes themselves are not shown. In total, roughly 400 incidents were coded in the various documents. The concepts were categorized to make them more clear.

A mapping of concepts to research questions can be found in Appendix A.

#### 4.3. Interpretation

In the following, we present our interpretations of all collected data with respect to the research questions.

##### 4.3.1. Interpretation RQ1

RQ1 was about identifying the typical stakeholder groups that are involved in a platform design-space exploration and whose concerns must be considered when adapting the decision viewpoints. To answer this research question, we considered all parties that were directly involved in this project in one of the following

---


7 In grounded theory, incidents are small chunks of data that yield certain theories, which are represented by concepts (Glaser and Strauss, 1967).
ways: (a) they were part of the team that explored the design-space for the common mobile platform; (b) they were interviewed during the force elicitation process or provided other input; (c) they participated in decision reviews or the presentation of project results. Additionally, we checked all documents and the interviews for other mentioned stakeholders who did not belong to one of the previous groups. Afterwards, we looked for commonalities between the candidate stakeholders and grouped them according to their common characteristics.

In total, we identified six distinct stakeholder groups that played a major role in the in the platform design-space exploration project: Platform Software Architect, Platform Product Manager, Platform Architecture Reviewer, Platform Software Engineer, Product Software Architect, Product Manager. Due to the nature of platform projects, stakeholders can be either associated with the platform or a platform-dependent product. Platform stakeholders primarily have an interest in the realization of the platform. Product stakeholders are primarily interested in realization of products that are based on the platform. The latter group can also be seen as customers of the software platform. In contrast to single application projects, product stakeholders and their concerns do not pertain to the same system, resulting in heterogeneous demands for the platform.

In addition to the distinction between platform and product stakeholders, we also distinguished between stakeholders being producers of a views, consumers of views, or both. View producers create and maintain architecture views, while consumers use the information presented in a view.

Although results collected in a single case are not necessarily generalizable per se, the described stakeholder types are generic for platform design space exploration projects in companies with separate organizational units for product families. In the following, we briefly summarize the main characteristics and responsibilities of each stakeholder as observed in this study. Stakeholder can be individuals, a team, or an organization. One individual might belong to multiple stakeholder groups.

---

**Fig. 5.** Code system: resulting categories and concepts.

<table>
<thead>
<tr>
<th>Type:</th>
<th>Producer &amp; consumer</th>
<th>Platform software architect</th>
</tr>
</thead>
<tbody>
<tr>
<td>Description:</td>
<td>The Platform Software Architect (PSA) is mainly responsible for the architecture of the platform and as such, is in charge of the design-space exploration of the target platform. Despite the typical responsibilities of a Software Architect as defined by Kruchten (2008), the PSA harmonizes the heterogeneous architecture concerns and requirements of the client products. The PSA is the main view producer (i.e. during design-space exploration) and consumer (i.e. during maintenance and evolution).</td>
<td></td>
</tr>
</tbody>
</table>

<table>
<thead>
<tr>
<th>Type:</th>
<th>Consumer</th>
<th>Platform product manager</th>
</tr>
</thead>
<tbody>
<tr>
<td>Description:</td>
<td>The Platform Product Manager investigates, selects, and drives the development of the platform from a non-technical management perspective, as opposed to the PSA, including planning, strategic and financial aspects and the implementation of the platform in the organization.</td>
<td></td>
</tr>
</tbody>
</table>

<table>
<thead>
<tr>
<th>Type:</th>
<th>Consumer</th>
<th>Platform architecture reviewer</th>
</tr>
</thead>
<tbody>
<tr>
<td>Description:</td>
<td>The Platform Architecture Reviewer is an expert that reviews the platform’s architecture regarding its fitness for purpose. In this review activity, the platform decisions and platform recommendations are evaluated according to the most important architecture concerns and requirements.</td>
<td></td>
</tr>
<tr>
<td>Type</td>
<td>Producer &amp; consumer</td>
<td>Platform software engineer</td>
</tr>
<tr>
<td>-------------------</td>
<td>---------------------</td>
<td>-----------------------------</td>
</tr>
<tr>
<td><strong>Description:</strong></td>
<td>The Platform Software Engineer is responsible for implementing the common platform according to the platform architecture. The implementation of a platform is not limited to software development but also includes detailed software design, implementing platform variants and variability mechanisms as well as testing and documentation.</td>
<td></td>
</tr>
</tbody>
</table>

4.3.2. Interpretation RQ2

RQ2 aims at identifying the stakeholders' concerns in platform design space exploration. The study confirmed several concerns that had been identified for the original set of decision viewpoints, while also several new concerns, specific to platform design space exploration could be found. Table 7 shows the existing concerns that were confirmed, related to the viewpoints that frame those concerns:

Table 8 summarizes the additional concerns we found during the study. In Table 9, they are mapped to the stakeholders identified as part of research question one. After that, each of the concerns is briefly explained.

Table 9 provides a mapping of the concerns to the stakeholders identified during the study as part of research question one.

A detailed description of all newly identified concerns can be found in Appendix B.

4.3.3. Adaptation of decision viewpoints (RQ3)

This research question focuses on the adaptation of existing decision viewpoints to satisfy the concerns from RQ2. As opposed to the other research questions, RQ3 is a practical problem. In the remainder of this section, we describe the process we (ABB and researchers) followed to choose and adapt existing viewpoints to frame the additional concerns identified. The validation of the adapted viewpoints is presented in the next section. A full specification of all adapted viewpoints can be found in Appendix C.

**Adaptation of decision-forces viewpoint.** As described in Section 3.6.4, the first activities during the project centered around stakeholder identification from the participating business units, an elicitation of their requirements and other forces, and a prioritisation and weighing of the forces.

The new stakeholders and concerns that had to be framed by the adapted decision viewpoints are described above. For the identification and documentation of requirements and other decision forces, the Decision Forces Viewpoint (van Heesch et al., 2012b) was a natural choice. The forces viewpoint allows to document decision forces and to categorise forces using concerns. The only required change was the set of decision states. Please refer to Appendix C.1.4 for a description of those changes. The decision forces viewpoint satisfies many force-related concerns from Tables 7 and 8 (C1, C2, C3, C5, C6, C8, C9, C10, C11, C12). Nevertheless, in the original viewpoint, a context is assumed in which a forces view is used for a single application development project with a distinct set of stakeholders and concerns, all related to the same application. For platform design space exploration, the situation is different in that the product-stakeholders' concerns and forces can be very heterogeneous, depending on the demands of the concrete applications that need to be built upon the platform. Some forces are common among all stakeholders; these forces should surely be considered by the platform architects. Under specific circumstances, it can make sense to additionally consider forces that are common among a subset of product-stakeholders only.

In reality, the situation is even more complex, as the forces are not important or not important for specific stakeholders, but there are various degrees of priorities. The original forces viewpoint does not provide any support for different priorities of forces,
nor for stakeholder-specific forces in general; thus, support for deciding which forces need to be considered and how important the forces are, is not provided by the original forces viewpoint. Therefore we decided to adapt the viewpoint by adding another model kind dedicated to the analysis and documentation of stakeholder-specific force priorities. The new model kind can be found in Appendix C.1.3.

Table 10 shows a simplified priority model created during the study. The model shows the forces belonging to the concerns deployability and device management. Each stakeholder expressed the priority of the forces on an integer scale from 1 for not important to 5 for very important. The outer right columns show the median values of the ratings (“Average Prio”) and the variance of the priority ratings. To improve the readability, the columns are coded using traffic light colors. Green implies high importance or low variance, respectively. Red implies low importance or high variance. The information in the model implies that forces 13.1, 13.5, and 14.3 are deemed most important by all stakeholders. However, these values must be interpreted together with the variance. If a force has a high average and a low variance, this implies that the force is a key force that is equally important for all stakeholders (in the example it is force 13.5: “Replacement of devices”). If a force has a high average, but also a high variance then this means that the force is very important to some of the stakeholders while being very unimportant for others. Such forces also require special attention, as they may indicate a variability point in the system (e.g. force 13.4: “Vendor distribution channel” in the example).

The additional model kind for the forces viewpoint addresses concerns related to stakeholder-specific force priorities (C7 and C10). Generally, the adapted forces viewpoint satisfies the majority of concerns in platform design space exploration. This can be explained by the fact that the original forces viewpoint was specifically designed to support and document a rational decision-making process based on explicit decision criteria. The other existing viewpoints (decision relationship viewpoint, chronological viewpoint, stakeholder involvement viewpoint, and detail viewpoint) have greater benefit for preserving the rationale of made decisions rather than providing support for the decision-making process itself. In design space exploration, no decisions are made; instead the focus is on making explicit the problem space (i.e. the forces), the design space (i.e. the candidate solutions) and the inter-relationships between them to support decisions that are made later.

**Decision-relationship viewpoint.** At that point, the concerns that remained un-addressed were:

**C4:** What decisions are dependent on decision D?

**C13:** What are candidate architectural styles for the software platform to be developed?

**C14:** How do candidate solutions map to the candidate architectural styles identified?

**C15:** What is an efficient decision roadmap for the platform?

**C16:** How sustainable is decision D?

Concerns related to decision dependencies (C4) can be framed by the decision relationship viewpoint without any adaptations (van Heesch et al., 2012a). This viewpoint is dedicated to decision relationships; among others, it can be used to capture causal and dependency relationships. It also visualises the current state of decisions. Candidate architectural styles (C13,C14) can also be represented. In the study, ABB created component views using UML component diagrams and deployment views using UML deployment diagrams to sketch the architectural styles for the stakeholders.

**New viewpoint: decision roadmap viewpoint.** To address concern C15, we decided to develop a new decision viewpoint. Although the decision relationship viewpoint and the decision chronological viewpoint frame concerns related to decision dependencies and chronological order of decisions, the roadmap viewpoint is inherently different in that it has a planning aspect that is not by any means addressed in the existing viewpoints, which document decisions that were already made. The primary objective of decision roadmaps is aligning short-term and long-term objectives of multiple projects and providing a planning framework for those projects typically covering multiple years.

The decision roadmap viewpoint, we created to address these concerns, has only one model kind that integrates with the model kinds of all other decision viewpoints. It shows concepts related to the roadmap for the software platform itself (Platform Milestone, Platform Phase) and concepts related to the software products that use the platform (Product Milestone, Product Phase, Product). As the platform development is typically done in parallel to the product development, the product phases are independent of the platform phases. However, the platform development needs to be synchronised with certain milestones of the product to make sure that it does not delay the products release. Architecture decisions that are not subject to product variability are made as part of the platform project, whereas variability decisions are made for each product individually in the respective product phases.

**Fig. 6** shows a conceptual example of a decision roadmap view. The full specification of the viewpoint can be found in Appendix C.

Concern C16 about understanding the sustainability of a decision is particularly challenging as the sustainability of an architectural decision is dependent on many factors. Zdun et al. derived five criteria for sustainable decisions from 10 industrial case studies (Zdun et al., 2013):

**Strategic:** Are strategic consequences of decisions considered, e.g. long-term impact like maintenance effort and future operations?

**Measurable and manageable:** Are the decisions impact on functionality and quality attributes measurable?
Archivable and realistic: Is the rational for decisions explicit and are architectural choices made pragmatically?
Rooted in requirements: Are decisions grounded in the project requirements and constraints?
Timeless: Is decision rationale based on non-volatile argumentation (e.g., using proven patterns and architectural styles)

All of those factors for sustainable decision-making concern the rationale behind architectural decisions. Following Zdun et al.’s suggestions, the more systematic or the more rational a decision was made, the more sustainable it is. The decision forces viewpoint, as explained above, is particularly useful for supporting a rational and systematic reasoning process. This was also shown in previous studies on decision viewpoints (van Heesch et al., 2012b; Heesch et al., 2013). Thus, although no hard measurements for decision sustainability exist, we argue that the degree to which a decision is embedded in the context of the identified decision forces and the elaborateness of the force elicitation have a major impact on the decisions’ sustainability. Consequently, decision forces views provide certain support for judging the potential sustainability of decisions. However, clear indicators or measures for the sustainability of decisions, as desired by the stakeholders (concern C16), cannot be provided in decision views. Addressing this concern is subject to future research. As part of the interpretation of RQ4, we will discuss sustainability and other quality attributes of decision views.

4.3.4. Interpretation RQ4

In RQ4, we validate to what extent the adapted decision viewpoints, described in Section 4.3.3, are able to satisfy the platform design-space exploration specific concerns identified in Section 4.3.2 with respect to the stakeholder described in Section 4.3.1. We found that the choice of viewpoints and the implemented adaptations comprehensively satisfy the platform design-space exploration related concerns of the relevant stakeholders. The only exception is C16 (How sustainable is decision D?), as described in Section 4.3.3, which was only identified after the adaptation of the viewpoints. Overall, these results indicate that the decision forces viewpoint is highly suitable for platform prototyping activities, as it summarizes design-space exploration results and helps to understand complex trade-offs. Moreover, it proved to be an effective tool in convincing platform stakeholders of the proposed technology choices. Additionally, the decision roadmap viewpoint was found to be a valuable addition to the decision viewpoints as it helped to plan and coordinate developments for multiple sub-projects relying on the target platform. The decision roadmap viewpoint was a major outcome of the study that all stakeholders deemed highly important. When asked about the decision roadmap view, a participant concluded that “[the output gives you an idea of the time horizons that you have to think about].”

A key activity in the common mobile platform project was the presentation of the (intermediary) results of the design-space exploration to the relevant stakeholders as part of the decision-making process. We observed that those decision reviews rarely focus on technical details but rather stay on an abstract level, partly because the majority of stakeholders work in a management or technical lead position (e.g. Platform Software Architect or Product Manager) that implicate hard time-constraints and partly because they had a high-level of trust in the competence of the view producer so that they did not require further details. A common view amongst interviewees was that the summarizing aspect of the forces viewpoint was considered more important than the comprehensive presentation of details, such as the precise rationale behind the force ratings.

The forces viewpoint combines architecture concerns, forces, candidate solutions and force ratings and thus, allowed stakeholder to get a good overview of a decision and to quickly find answers to their concerns. The stakeholders were able to easily identify the best candidate solution (C11) and also gained a good overview the considered candidate solutions (C12). “[I think it does help. It] did help me to view all the alternatives, and benefits and drawbacks”.

In the context of the platform design-space exploration project, we found that the forces viewpoint dictates the right amount of information at an appropriate level of abstraction. For example, one interviewee said: “I found that you could kind of look at that quickly [...]. Certainly the color coding is really what gives it that ease of seeing. Look at the deployability across all [candidate solutions], there is an immaturity there. Here is a stunning amount of data on this one slide” A viewpoint inherently incorporates trade-offs in terms of detailed versus abstract information. Too detailed information and the view requires substantial effort to be consumed and can be perceived as overwhelming by stakeholders. Too abstract and it is hardly useful.

Moreover, we found that the stakeholders were able to assess whether the presented information was complete, i.e., if all relevant architectural concerns, decision forces architectural styles and candidate solutions were identified. As one participant expressed this during the interview: “Overall that was so easy to understand and you could quickly recall something and recognize your overall requirements”. During the discussions with the stakeholders, forces were identified that were not recognized during the force elicitation process such as commercial robustness of the technology or time to market. This clearly shows that the suggested viewpoints are effective for stakeholder communication. Moreover, the newly introduced force priority model enabled the architects to identify the reasons why those forces were not included, for instance, because their priority was not rated high enough or the respective stakeholders did not indicate them during the elicitation interviews.

However, the forces viewpoint was also found to obfuscate information in two ways. First, the rationale leading to a force rating is not visible. Second, it can be challenging to interpret the implications that small differences in force-ratings have on the respective candidate solutions, e.g., what is the difference between a −2 and a −1. or what is the criteria that makes a force-rating X (i.e. the exclusion of a candidate solution) and not −3. However, these issues were not particularly prominent in the interview data and can be mitigated, for example, by providing a legend that explicitly explains the rating scheme and rating criteria, and by referencing the detailed results of the analysis (e.g., external documents like spreadsheets or reports) in order to establish traceability.

The analysis of the stakeholder interviews further showed that apart from the viewpoints’ ability to satisfy the identified concerns, the stakeholders are concerned about the quality of the content within views rather than the information content itself. Those qualities are orthogonal to the actual stakeholder concerns framed
by the viewpoint. Five broad themes emerged from the analysis: sustainability, comprehensibility, completeness, reliability, and usability. In the following we list those themes and suggest those to be considered as a first step towards a quality assessment model for architecture views. We argue that these qualities are implicitly considered when choosing a viewpoint or assessing the quality of a view.

**Sustainability** In contrast to the sustainability of a decision, a recurrent theme in the interviews was the sustainability of a view. When creating architecture views, an architect often must decide which aspects of the system are made explicit and which aspects should be kept abstract. The trade-off between explicitness and abstraction determines to some extent how long the information presented in a view remains accurate and true. A view must be concrete enough so that it conveys enough information to be useful for the relevant stakeholders but it should also be abstract in order to have certain resilience for change.

**Comprehensibility** The ability of the view to be understood by the stakeholder whose concerns it frames. This includes the ability to identify the concerns answered by a view and understand the concepts and models used. For example, we found that stakeholders could intuitively understand the forces view, even after years had passed since the view was created.

**Completeness** The extent to which a view presents all information necessary to answer the stakeholder concerns.

**Reliability** The extent to which the view withstands scrutiny, for example, the stakeholders’ ability to assess the correctness and accuracy of information. A mitigating factor both for reliability and completeness is the stakeholders’ confidence in the view producer(s). In this project, we found that in all cases, the participants expressed high confidence in the abilities of the view producer and believed that the results were based on a rigorous process. As one participant put it: “My confidence that you have covered the completeness of the design space is more based on my assessment of your capabilities than [having detailed information about the] methodology”. In contrast, we observed that the confidence in the accuracy of force ratings was much lower for the technologies that were based on self-assessment of the vendor. A possible adjustment would be to clearly indicate the source of the force rating and, as proposed by one participant, to also show confidence factors, which would make it easier for stakeholders to assess the reliability of the information.

**Usability** The ease of creating the view. Considerations that impact the usability of a view are: the need for dedicated tools to create and maintain the view, the complexity of the model kind and its visualizations, or the time-wise effort to create the view.

4.3.5. Interpretation RQ5

In this research question, we wanted to find out how the long-term value of the adapted viewpoints was perceived by the stakeholders in the course of the project. Documenting architecture views requires significant effort. Therefore, the question to what extent this effort has positive long-term implications for a project or a company is important. The retrospective interviews were conducted two years after the first interviews and the presentation of the platform project results.

A common view amongst interviewees was that the platform evaluation based on decision viewpoints provided a solid foundation and enabled a rapid kick-off in the product projects. Due to the information presented in the forces view and roadmap view, the individual products were able to make quick decisions on how to move towards the common platform. As one interviewee put it: “It was a really helpful exercise to go through this in the beginning and it sort of helped us to make some decisions early on”. These decisions were not only technical in nature but also concerned investments, e.g., one interviewee said: “I think the biggest [help was] in terms of agreeing where we want to invest”.

Despite being subject to significant changes, the roadmap envisioned in the decision roadmap view was considered highly useful, especially in the beginning of the project. One interviewee reported that they “simply followed the proposed path”. However, other participants reported that the roadmap was very accurate but that the timing was too ambitious. Overall, the roadmap view was highly appreciated as it outlined the transition of individual projects towards the platform.

However, we also found that the decision views were not systematically used in all projects. Instead, some interviewees reported that they used the decisions views only in the beginning of the project and once the knowledge was internalized, the decision views were archived. They stated that they used the information implicitly in their projects as something that they “had in the back of [their] mind”. They would take decisions with the inherent knowledge of the requirements and recommendations presented in the decisions views but they wouldn’t “necessarily go back and refer to the [views] to use [them] in the decision-making” process.

Overall, the interviewees reported that they were satisfied with the results of the platform design-space exploration. The retrospective interviews showed that the decision views had a significant impact on the projects, especially the forces view and roadmap view. With change being the only constant, it was no surprise that there have been significant changes in the project both on the platform-level and product-level. We observed budget changes, staff turnover, changes in focus, scope, and priority of products, changes in the market environment, as well as changes in requirements, all of which are common risks associated with software engineering projects. Naturally, all these changes impacted the original platform recommendation. For example, new forces emerged that were initially not considered or forces dropped out or were decreased in priority. Additionally, the considered candidate solutions also evolved in maturity and functionality, especially since primarily COTS technologies were considered for the platform. Considering that the goal of the design-space exploration was to provide recommendations for years ahead, the question of sustainable decisions and sustainable decision views seems to be an important direction for further research. Moreover, further research should be undertaken to investigate the combination of risk-related concerns and decision viewpoints, especially in the case of the roadmap viewpoint.

5. Generalization and limitations

In Section 3.6.3, we already discussed possible threats to the validity of our results related to the study design in general and the treatment design in particular. Concerning generalizability, TAR is -to a certain degree- comparable to case studies, because the study results are interpreted in the context of the organization, in which the study was performed (Engelsman and Wieringa, 2012). Findings that are internally valid in this context are not necessarily fully valid for a broader theory, as sometimes stated by critics of case study research (Yin, 2009). Because single cases do not allow for statistical generalization, in case study research and likewise TAR, analytical generalization is used (Wieringa, 2014; Wieringa and Morali, 2012). In the remainder of this section, we will revisit the findings for our research questions and discuss their generalizability.
In RQ1, we identified typical stakeholders for platform design space exploration. The role designations of the stakeholder groups (e.g., “platform product manager”), as well as their task and responsibility profiles were taken over from ABB. Typically, such profiles are very heterogeneous among different companies. Even the role “software architect” has very different connotations in different companies. Consequently, neither the stakeholder role names, nor their profiles are generalizable to other companies. Nevertheless, the profile descriptions we provided can be used to map our stakeholders to the specific stakeholder profiles in other companies.

With the exception of concern C15 (What is an efficient decision roadmap for the platform?), the stakeholder concerns we identified in RQ2 are generalizable to other software platform design space exploration projects. This is because the concerns are abstract enough to be independent of company or case-specific interests. The decision roadmap concern is specific to situations, in which the platform design space exploration is performed where several software products need to be planned simultaneously with the platform development project, and where a synchronization of those projects is possible and desired by a common or shared project governance authority.

RQ3 frames a practical problem (adaptation of decision viewpoints). Thus, the concept of generalizability is not applicable here. The suitability of the adaptations, however was evaluated as part of subsequent research questions. The generalizability of the results of RQ4 (validation of the adapted viewpoints regarding the concerns) is limited by the degree to which the concerns are case-specific. Before, we already discussed the limitations concern the generalizability of C15 (efficient decision roadmap). To satisfy this concern, we developed an additional viewpoint (called Decision Roadmap Viewpoint). Although the viewpoint specification deliberately abstracts from ABB-specific concepts to a high degree, the suitability of the resulting viewpoint cannot be claimed for a broader context. The same holds true for RQ5 (long-term value of the created views as experienced by the stakeholders). The views created by ABB during the study are specific to the concrete platform development project, their long-term value is dependent on the project context and even on the representatives of the software products that were interviewed (i.e. different project see different long-term value). However, as described above, one aspect that was mentioned by all interviewees is that a thorough platform evaluation based on decision viewpoints provides a solid fundament for subsequent software product development. Naturally, design space exploration is a valuable input for architecture decision making, because it allows for more informed decisions taking a wide range of pros and cons and possible candidate solutions into account. Whether or not upfront platform design space exploration is of financial value, however, depends on the concrete business context.

6. Related work

The approach used in this paper can be seen as a specific instance of Multiple Attribute Decision Making (MADM). As it refers to making preference decisions (e.g., evaluation, selection, and prioritization) over the available alternatives that are characterized by multiple, usually conflicting, attributes (Hwang and Yoon, 1981). MADM is a branch of the field of multiple criteria decision making (MCDM), as MCDM also includes multiple objective decision making problems where the objective is to find the best alternative given a set of conflicting objectives (Yoon and Hwang, 1995). A taxonomy and overview of MCDM is provided in Ribeiro et al. (2011), which is based on Yoon and Hwang (1995); Shu-Jen et al. (1992).

Examples of MADM methods include: scoring methods like weighted average (Figueira et al., 2005; Yoon and Hwang, 1995), comparative methods like AHP (Saaty, 1980) and ELECTRE methods (Figueira et al., 2005), and ranking methods like TOPSIS (Hwang and Yoon, 1981). These methods can also be combined, as the HAM (Ribeiro et al., 2011) method demonstrates, which combines elements of the AHP and the weighted average method.

Attribute hierarchy-based evaluation of architectural designs (AHEAD) method introduces Attribute-Driven-Design (ADD) (Bass et al., 2002) which can refine and verify requirements, elicit candidate technologies, preliminarily determine discerning criteria and implement the prototype before implementing AHP. Supplementing ADD with AHP enables more accurate reflection of stakeholder’s priorities for the evaluation criteria; neutralized researcher bias; and facilitated team acceptance of the evaluation result and confidence in the recommendation. However, it does not provide a method to evaluate functional requirements and it cannot analyze the costs and benefits. Moreover, AHEAD needs to prototype the alternatives before implementing the AHP. Compared to these approaches, the approach used in this paper differs in that it outlines, but does not prescribe, how consequent decisions should be made.

The decision forces view, which was used as a basis in the presented approach, has been evaluated earlier in Heesch et al. (2013). This paper confirms some of the earlier findings of Heesch et al. (2013). Firstly, the forces view can indeed be used to target prototyping activities, as it summarizes research results on several design options and helps to understand trade-offs. Secondly, it also proved to be a useful tool in convincing stakeholders of the proposed technology choices, as rationale about the available and chosen trade-offs was made explicit.

The approach of this paper is used to perform a technology evaluation in a platform context. There are several technology evaluation methods available. TechSuite (Jansen et al., 2011) is a method to assess sustainability (risks) when introducing a new technology (software) into a software intensive system. This method assesses potential technology from three perspectives: time, risk, cost and benefit. The cost and benefit are estimated through Net-Present Values and Return-on-investment. While the time and risks are estimated through several high level indicators on a three-level discrete scale, subjectively quantified by the assessors. Another approach is STEIM (Brown and Wallnau, 1996), which is a framework which identifies technology deltas created by new technology using genealogy and habit models. The main difference with the approach presented here is that our approach is not solely focussing on technology choices, but concerns in general.

A pattern is a proven solution to a problem in a context, resolving a set of forces (Zimmermann et al., 2008). Hence, patterns (Alexander, 1979; Gamma et al., 1995; Buschmann et al., 1996; Schmidt and Buschmann, 2003) contain descriptions of the forces and how a solution balances them. The basic idea to capture rationale for candidate architectural solutions using forces is similar to the concept we use in the decision forces viewpoint. Furthermore, so called pattern languages (Buschmann et al., 2007) exist, which describe the relationships between individual patterns and describe how forces influence the choices that could be made for composing patterns together. This is very similar to our approach, with the significant distinction that in our approach we are dealing with unproven solutions in a problem context that is not completely captured in existing patterns.

7. Conclusions and future work

In this research project, we investigated the use of architecture decision viewpoints for supporting design space exploration of software platforms. Our results indicate that especially the de-
cision forces viewpoint, with a few adaptations, is a good match for supporting platform design space exploration, as it focuses on connecting elements from the problem space to elements from the solution space and allows to reason about potential trade-offs and variability points in the platform to be developed.

The Decision Roadmap Viewpoint is a first step towards long-term decision planning for complex multi-application platform projects. It has shown its ability to capture a decision roadmap based on the level of information gained during the design space exploration. However, the goal to provide recommendations valid for multiple years with highly sustainable decision recommendations was not entirely met, as too many project contextual factors changed after the design space exploration was finished.

In the course of the study, we identified multiple directions for further research:

**Quality attributes of views**: As described in Section 4.3.4, we found that apart from the content shown in decision views, stakeholders have a vital interest in being able to judge some meta qualities of views. Meta qualities, in this context, are for instance comprehensibility of views, completeness of view, and reliability and sustainability of the view content. These qualities are content-independent attributes of views that cannot be achieved through viewpoint definitions; they rather depend on information sources used to gather view content information, skills and knowledge of the view producers. We plan to investigate more how such meta qualities can be measured and expressed.

**Decision sustainability**: Decision sustainability was a major concern of many company stakeholders. Especially for design space exploration conducted to provide recommendations for years ahead, sustainable rationale is important. Unfortunately, the sustainability of decisions is hard to judge objectively. We plan to conduct further research for identifying reliable indicators for the sustainability of architecture decisions and architecture decisions views.

**Risk-related concerns**: Especially the decision roadmap viewpoint, designed to provide guidance on context and time in which platform decisions should be finalized and implemented is subject to several contextual, organizational, and technological risks (e.g. budget changes, staff turnover, changes in focus, further development of technologies). As we found out during the retrospective interviews, these risks are not sufficiently addressed in the current viewpoint definition. Risk themes and risk evaluation procedures must be developed to accompany the information shown in the roadmap views to give view consumers more guidance on how to use and revise decision views in the longterm to make sure that the information shown remains valid.
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**Appendix A. Mapping of coding concepts to research questions.**

The following list shows a mapping of concepts to the research questions. In cases, where a concept relates to multiple research questions, only the primary research question is shown.

- RQ1 (Typical stakeholders for platform design space exploration)
  - Developers (Product)
  - Stakeholders
  - Platform Users
- Software Architect (Platform)
- Software Architects (Product)
- Platform Owner
- Product Manager

- RQ2 (Stakeholder concerns to be framed by adapted viewpoints)
  - What weight W does force F have for stakeholder H?
  - What is the optimal decision D in the context of forces F?
  - What is the commercial impact of decision D?
  - What is an efficient overall decision roadmap covering all products
  - What is a decision roadmap for product A?
  - What forces need to be considered in the platform decisions?
  - What forces impact decision D?
  - What forces F have conflicting influences on decision D?
  - What decisions are subject to product variability?
  - What decisions are influenced by force F?
  - What decisions are dependent on decision D?
  - What candidate solutions are considered for the platform?
  - What are key decisions to be made for the platform?
  - What are candidate architectural styles for the platform?
  - Roadmap presents decision alternatives as guidance
  - Priority of cost force
  - Impact of cost force
  - How sustainable is decision D?
  - How do candidate solutions map to the architectural styles?
  - Decision view reduced bias
  - Costs were not identified as major concern in the process
  - Costs comprised of multiple dimensions
  - Cost overview is a main concern for developer managers
  - Cost of trade-offs
  - Cost is an important force for management
  - Concern: Support make or buy decisions

- RQ4 (Concern satisfaction of adapted viewpoints)
  - Views allow for a rapid kick-off
  - Sustainability
  - Suggestion for improvement
  - Satisfied with results of design-space exploration
  - Roadmap underestimates effort and difficulty
  - Reliability
  - Process comprehensibility
  - Missing Force: Value proposition
  - Missing force: Time to market
  - Missing Force: Support for specific legacy features
  - Missing Force: License model of technologies
  - Missing force: Flexibility
  - Missing Force: Commercial robustness of technology
  - Likes forces view
  - Investment
  - Identification of forces comprehensible
  - Identification of decisions points is comprehensible
  - Identification of alternatives is comprehensible
  - Forces
  - Evaluation of decision views
  - Effort
  - Difference roadmap - project
  - Comprehensibility
  - Completeness
  - A common platform requires more time

- RQ5 (Long-term value of views as experienced by the stakeholders)
  - Sustainability
  - Roadmap recommendations
  - Project situation changes quickly
  - Perspective of managing staff impacts design choices
- Investigated additional alternatives
- Impact of design space description
- Forces view is consumed once, not used systematically
- COTS features and maturity evolve quickly
- Change: Staff/Mangement
- Change: Budget cuts
- Change of project-specific forces

Appendix B. Detailed descriptions of additional concerns identified during the study.

<table>
<thead>
<tr>
<th>Code: C6</th>
<th>What forces $F_i$ need to be considered in the platform decisions?</th>
</tr>
</thead>
<tbody>
<tr>
<td>Description:</td>
<td>We found that the stakeholders deem importance to the differentiation between the forces for the applications to be built on top of the platform and the forces for the platform itself. Many of the decision forces that influence architectural decisions in software platform design are less specific than forces for single software applications. Example forces for platform decisions elicited in the study are:</td>
</tr>
<tr>
<td></td>
<td>- Access to mobile device capabilities</td>
</tr>
<tr>
<td></td>
<td>- Interface capabilities with other applications on device</td>
</tr>
<tr>
<td></td>
<td>- Use experience</td>
</tr>
<tr>
<td></td>
<td>- Specialized app store capabilities</td>
</tr>
<tr>
<td></td>
<td>In single application architecture, the first force on device capabilities, for instance, would specifically address the capabilities needed in a specific application (e.g., access to the camera, or access to the GPS module), rather than generally addressing access to available capabilities.</td>
</tr>
</tbody>
</table>

<table>
<thead>
<tr>
<th>Code: C7</th>
<th>What weight $W_i$ does force $F_i$ have for stakeholder $H_i$?</th>
</tr>
</thead>
<tbody>
<tr>
<td>Description:</td>
<td>Although software platforms are usually designed for use over a long period of time and for software applications that are not known at design time, several potential users of the platform were already known. At ABB, six product groups of two business units were considered as potential first users of the platform. Representatives of each of these BU’s were interviewed for their requirements for the platform, which were to be considered as forces in the platform decisions. Naturally, the diversity of the BU’s application domains also causes a difference in the importance of certain requirements. Some requirements are very important for all BU’s, while others are only important to a subset of the BU’s, or not important at all for single BU’s. Consequently, depending on the importance of specific requirements, the corresponding forces have higher or lower weight when being considered in the architectural decisions for the platform.</td>
</tr>
</tbody>
</table>

<table>
<thead>
<tr>
<th>Code: C8</th>
<th>What key decisions $D_i$ need to be made for the platform?</th>
</tr>
</thead>
<tbody>
<tr>
<td>Description:</td>
<td>Key decisions are those decisions that are impacted by the most important forces and that have the greatest influence on the remaining solution space after the decision was made. Examples of key decisions in the study were which mobile platform to support, whether or not to support offline use of applications (i.e. temporary non-availability of an internet connection), and whether or not to use a cross platform compiler for the development of the platform.</td>
</tr>
</tbody>
</table>

<table>
<thead>
<tr>
<th>Code: C9</th>
<th>What decisions $D_{ni}$ are subject to product variability?</th>
</tr>
</thead>
<tbody>
<tr>
<td>Description:</td>
<td>Variability refers to the ability of a software artifact for being customized, configured, or extended for use in a specific context (Bachmann and Clements, 2005). When developing a common platform for multiple software products, it may be required to make decisions that are specific to a concrete software product that will be based on the platform, e.g. in cases where it is not possible to find a reasonable trade-off between multiple conflicting forces (Pohl et al., 2005; Chen and Babar, 2010). Such decisions require a special treatment, e.g., to exclude a specific feature from the platform so that it can be implemented by those products only that require the feature.</td>
</tr>
</tbody>
</table>

<table>
<thead>
<tr>
<th>Code: C10</th>
<th>What decisions $D_{ni}$ are influenced by force weight $W_{F_{ni}}$?</th>
</tr>
</thead>
<tbody>
<tr>
<td>Description:</td>
<td>In van Heesch et al. (2012b), we described that a common stakeholder concern is to understand which decisions were impacted by a specific force. In software platform engineering, as described above, forces can have different weights as assigned by different (groups of) stakeholders. In the study, some stakeholders expressed the need to understand which decisions were impacted by a specific force weight, i.e. which decisions would have been made differently, if a stakeholder had expressed a lower or higher importance for a specific force.</td>
</tr>
</tbody>
</table>

<table>
<thead>
<tr>
<th>Code: C11</th>
<th>What is the optimal outcome for decision $D_i$ in the context of forces $F_{ki}$?</th>
</tr>
</thead>
<tbody>
<tr>
<td>Description:</td>
<td>This concern is about getting support for choosing the best option for a decision to be made in the context specific forces and force weights. These forces are not necessarily all known forces; during architectural synthesis, it can be beneficial to select among design options based on a sub-set of forces only and then evaluate later, if the decision outcome conflicts with other (important) forces (Hofmeister et al., 2007).</td>
</tr>
</tbody>
</table>

<table>
<thead>
<tr>
<th>Code: C12</th>
<th>What candidate solutions are considered for the platform?</th>
</tr>
</thead>
<tbody>
<tr>
<td>Description:</td>
<td>This concern deals with the identification and documentation of candidate architectural solutions for the platform. In the case study, by far the most candidate solutions concern existing technologies or frameworks (COTS). As part of the solution space exploration, ABB performed a thorough market analysis of mobile technologies. In the first step, this analysis was done independently of the identified forces. Only later, the technologies were examined closer with respect to their suitability as candidate solutions for specific design problems in the platform engineering process.</td>
</tr>
</tbody>
</table>

<table>
<thead>
<tr>
<th>Code: C13</th>
<th>What candidate architectural styles for the software platform to be developed?</th>
</tr>
</thead>
<tbody>
<tr>
<td>Description:</td>
<td>Architectural styles express &quot;a fundamental structural organization schema for software systems&quot; (Rozanski and Woods, 2005) including pre-defined element-types, their responsibilities and relationships. In the study, architectural styles were used as a means to reason about the impact of architectural styles on quality attributes independent of concrete architectural solutions imposing such specific styles. Examples of architectural styles identified in the study are: Native application, embedded webkit with javascript API, and cross compiler.</td>
</tr>
</tbody>
</table>

<table>
<thead>
<tr>
<th>Code: C14</th>
<th>How do candidate solutions map to the candidate architectural styles identified?</th>
</tr>
</thead>
<tbody>
<tr>
<td>Description:</td>
<td>This concern is about connecting candidate solutions (see concern C11) to candidate architectural styles (concern C12).</td>
</tr>
</tbody>
</table>

<table>
<thead>
<tr>
<th>Code: C15</th>
<th>What is an efficient decision roadmap for the platform?</th>
</tr>
</thead>
<tbody>
<tr>
<td>Description:</td>
<td>Software platform engineering projects are long-term projects that usually endure multiple years and that impact or contain multiple other software projects or sub projects (e.g. the software systems that are to use the platform as a basis). Therefore, it has been a common practice to define a roadmap for such projects. Roadmaps provide a means to anticipate future technology developments and they provide a framework that helps to plan and coordinate related developments (Phaal et al., 2010). A decision roadmap, as used here, is a roadmap containing decisions to be made, the time or time-span in which the decisions should be made, the project or sub-project responsible for making or enforcing the decisions, and decision dependencies.</td>
</tr>
</tbody>
</table>
Appendix C. Adapted viewpoint specifications.

C.1. Design exploration forces viewpoint

The design exploration forces viewpoint (DE Forces Viewpoint) is an extension of the original forces viewpoint (van Heesch et al., 2012b). As opposed to the original viewpoint, the DE Forces view contains an additional model kind, which governs the creation of models describing forces and stakeholders’ assigned priorities to forces.

Furthermore, views using this viewpoint make explicit the relationships between (candidate) architecture decisions and the forces that influenced the architect when making the decisions out of multiple alternatives. A force, as we define it is “is any aspect of an architectural problem arising in the system or its environment (operational, development, business, organizational, political, economic, legal, regulatory, ecological, social, etc.), to be considered when choosing among the available decision alternatives.” (van Heesch et al., 2012b).

Forces originate from several sources, most importantly from requirements, business constraints, and architecture principles, but also from other “intentions” imposed upon the system; including personal preferences or experience of the architect(s) and the development team; and business goals such as quick-time-to-market, low price, or strategic orientations towards specific technologies. In software platform development, many forces stem from stakeholders of the software products that plan to use the platform as a basis for their systems.

Table C.12
Typical stakeholders of the DE Forces Viewpoint and their concerns.

<table>
<thead>
<tr>
<th>Stakeholders</th>
<th>Concerns</th>
</tr>
</thead>
<tbody>
<tr>
<td>Platform Software Architect</td>
<td>C1, C2, C3, C4, C5, C6, C7, C8, C9, C10, C11, C12</td>
</tr>
<tr>
<td>Platform Software Engineer</td>
<td>C5, C6, C7, C9</td>
</tr>
<tr>
<td>Architecture Reviewer</td>
<td>C1, C2, C3, C4, C5, C6, C7, C8, C9, C10, C11, C12</td>
</tr>
<tr>
<td>Product Manager</td>
<td>C8</td>
</tr>
<tr>
<td>Product Software Architect</td>
<td>C9, C12</td>
</tr>
</tbody>
</table>

C.2. Stakeholders

Views of the DE Forces Viewpoint are generally intended for stakeholders interested in decisions and decision forces part of design space exploration. The main stakeholders for this viewpoint are platform architects, but also key stakeholders of software products using the platform.

Table C.12 shows the stakeholders along with their main decision-related concerns with respect to the DE Forces Viewpoint. Similarly to the decision-related concerns, the full list of stakeholders can be found in Section 4.3.1.

C.1.3. Force priority model kind

The DE Forces Viewpoint consists of a two model kind: A model kind for force priorities, and a model kind for decision forces assignment. This section describes the Force Priority Model Kind. The next section elaborates on the Decision Forces Model Kind.

Fig. C.7 depicts the Force-priority Model Kind. It presents the conceptual elements for architecture models that adhere to it. This model is part of a shared metamodel, which is used by all viewpoints of the decision documentation framework. Together with well-defined correspondence rules, the shared metamodel ensures consistency among the views of different viewpoints. In the following, each of the elements used in Fig. C.7 is briefly described.

Models adhering to the Force Priority Model Kind contain information about existing forces, the architectural concerns they are classified into, and priorities assigned to forces by various stakeholders.

Forces are classified by one or more concerns. A stakeholder could for instance be concerned about integrability, while concrete forces classified by this concern could be “integrate with existing

---

8 The term decision-related concern is used to refer to concerns pertaining to decision documentation (as opposed to any other types of stakeholder concerns).
Table C.13
Excerpt from a decision forces model.

<table>
<thead>
<tr>
<th>Concern and Forces</th>
<th>&lt;&lt;Discarded&gt;&gt;</th>
<th>&lt;&lt;Recommended&gt;&gt;</th>
</tr>
</thead>
<tbody>
<tr>
<td>Concern: Deployability</td>
<td></td>
<td></td>
</tr>
<tr>
<td>13.2. Private/public cloud solution</td>
<td>-3</td>
<td>R</td>
</tr>
<tr>
<td>13.3. Push updates</td>
<td>0</td>
<td>R</td>
</tr>
<tr>
<td>13.4. Vendor distribution channel</td>
<td>X</td>
<td>R</td>
</tr>
<tr>
<td>13.5. Replacement of devices</td>
<td>2</td>
<td>3</td>
</tr>
<tr>
<td>Concern: Usability</td>
<td></td>
<td></td>
</tr>
<tr>
<td>17.1. User experience</td>
<td>3</td>
<td>3</td>
</tr>
<tr>
<td>17.2. Visual identity</td>
<td>3</td>
<td>3</td>
</tr>
<tr>
<td>17.3. Ease of adoption</td>
<td>0</td>
<td>-1</td>
</tr>
<tr>
<td>17.4. Consistency of user interface</td>
<td>-3</td>
<td>3</td>
</tr>
</tbody>
</table>

backend system", or to “Allow integration of security infrastructure”.

The force priority association expresses a stakeholder’s priority for a specific force. The priority is expressed by a value within a fixed value range that allows for a mathematical comparison (e.g. numbers from 1 to 5). These values are used to calculate an average, which expresses the average priority of a force as assigned by a all stakeholders. Additionally, the priority variance is calculated as a measure of the distribution of importance ratings.

For an example of a force priority model, please refer to Table 10.

C.1.4. Decision forces model kind

The decision forces model kind is identical to the original forces view model kind described in Heesch (2012). In the following, we will briefly summarize the main concepts. The classes Decision Force and Concern were already described as part of the force priority model kind. A force has an influence on one or more architecture decisions. The influence relationship is qualified by the Influence class. The influence should be quantified and qualified, e.g. using a numeric scale from −3 to +3 expressing if a force has a very negative influence on a decision (−3), or a very positive (+3), for instance. The influence of the forces on an architecture decision should be considered in the decision’s Architecture Rationale. In platform design space exploration, architecture decisions can have one of the following states (for a complete set of decision states, please refer to van Heesch et al., 2012a):

- **Tentative** This state is used for decisions which are seriously considered by the architect.
- **Discarded** A discarded decision is a formerly tentative decision that was not decided, e.g. because it was prevented by some major forces, or a design option that was not chosen among the available design options.
- **Recommended** A solution that is recommended for the platform.

Note that, as opposed to the original viewpoint framework, no decision has the state Decided. This is because the result of a platform design space exploration is not an application-specific architectural design, but a collection of architecture knowledge items that serves the platform architects as input for the concrete architecture. Eventually, relevant parts of the models have to be transferred to the platform architecture decisions models.

Table C.13 shows a simplified excerpt from a decision force model created during the study. It only shows forces classified by the concerns deployability and usability. Furthermore, only the two candidate decisions Monotouch and Antenna are shown. The influence scale used by ABB during the study was −3 for very negative
influence to +3 for very positive influence. Additionally, the letter “R” represents that a force excludes a candidate solution from being recommended. In the example, force 13.1 about specialised app stores excludes Monotouch as indicated by the letter “X”. Furthermore, the letter “R” indicates that a forces requires a specific candidate solution to be chosen, because it is the only solution out of all considered alternatives that adheres to the force (in the example, several forces require Antenna to be chosen). In the example Antenna has the state recommended, because it is the most convincing solution among the considered alternatives.

C.2. Decision roadmap viewpoint

Views of the decision roadmap viewpoint provide a decision roadmap for the platform engineering project and the product projects that plan to build on the platform. The primary objective of the viewpoint is to match short-term and long-term goals of the platform stakeholders and the stakeholders of the software products. It provides a planning framework that can be used by project managers and architects to identify project dependencies, key decisions to be made, and to synchronize development efforts in a way that gained knowledge can be optimally exploited and risks can be minimised on a global level.

C.2.1. Concerns

Table C.14 shows the concerns framed by the decision roadmap viewpoint.

C.2.2. Stakeholders

Decision roadmap views are non-technical views meant to provide decision support for architects and managers. Table C.15 maps the concerns framed to typical stakeholders.

C.3. Model kind

The decision roadmap viewpoint has only one model kind that integrates with the model kinds of all other decision viewpoints. It shows concepts related to the roadmap for the software platform itself (Platform Milestone, Platform Phase) and concepts related to the software products that use the platform (Product Milestone, Product Phase, Product). As the platform development is typically done in parallel to the product development, the product phases are independent of the platform phases. However, the platform development needs to be synchronised with certain milestones of the product to make sure that it does not delay the products release. Architecture decisions that are not subject to product variability are made as part of the platform project, whereas variability decisions are made for each product individually in the respective product phases. Fig. C.10 shows a conceptual example of a decision roadmap. The decision roadmap created during the study is confidential and has a level of complexity that is not beneficial for exemplifying the view.

In the figure, the platform project, as well as each product development project are represented by horizontally arranged bars. Breaks between the bars represent milestones in the product development projects. The view shows two architecture decisions that need to be made for the platform (D1 and D3), and several product-specific architecture decisions caused by variability points (D2, D4, and D5). Additionally, the view contains a horizontal time bar at the bottom. The platform milestone MS1 is in sync with milestones of product A and B.

Appendix D. Question guide for interviews conducted to elicit initial requirements.

The following questions were used as a guide to elicit requirements from the platform stakeholders.

D.1. General questions

1. What does the mobile strategy look like?
2. Which parts of the product are considered to be expanded with mobile solutions?
3. What are the business drivers that motivate the development of mobile solutions?
   (a) What does the business environment look like?
   (b) What are the main market differentiators?
   (c) Who are the main stakeholders (roles) considered in mobile solutions?
   (d) Which are the driving requirements that motivate the development of mobile solutions? e. What kind of business model do you envision for mobile solutions?
4. What kind of business model do you envision for mobile solutions?
5. Which quality attributes (e.g., performance, availability, security, etc.) are in focus?
   (a) From which business needs are these quality attributes derived?
   (b) How are they quantified in requirements?
6. What are the business constraints when developing mobile solutions?
   (a) What is the time plan (time-to-market)?
   (b) What are the main customer demands?
   (c) Are there any specific standards that need to be followed?
   (d) Are there any other constraints and concerns, e.g., cost, regulations?
7. What are the technical constraints when developing mobile solutions?
   (a) Are there any constraints on the usage of commercial off-the-shelf products?
   (b) Are there any specific requirements on interoperation with other systems?
   (c) What kind of devices should be supported? Consumer devices or specialized hardware?
   (d) Are there any specific requirements on hardware/software platform?
8. What are the main use cases/scenarios of using the mobile solutions?
9. Any data for NPV calculation, e.g., revenue, market share?
10. Who is the architect/technical lead that we should interview to learn more?

D.2. For those who have ready-developed mobile solutions

Apart from eliciting requirements, the following set of questions is used to collect initial candidate solutions and the rationale for choosing them.

1. How does the licensing strategy look like?
2. What are the main architectural requirements?
3. How does the mobile version differ from the traditional product, e.g., scope of functionality, quality attributes in focus, etc?
4. What kind of App development approach do you take? Native, embedded webkit, interpreter, server side adaptation, etc.
5. Which cross-platform framework/enterprise integration platform is used?
   (a) Which are the main drivers that motivate the selection of the platform?
   (b) What are the main criteria considered when choosing among the diverse platforms?
   (c) What are the main concerns and tradeoffs, if any, with regard to the selected platform?
6. How does the deployment and update strategy look like?

Appendix E. Questionnaire used to gather force priorities from platform stakeholders

The following questionnaire was used to gather force (requirement) priorities from stakeholders. Detailed requirements are obfuscated because of company disclosure rules.

<table>
<thead>
<tr>
<th>Requirements</th>
<th>Value (1 for the lowest prioritized, 7 for highest prioritized)</th>
</tr>
</thead>
<tbody>
<tr>
<td>1. Integrity</td>
<td></td>
</tr>
<tr>
<td>1.1 XXXXXXXXXX</td>
<td></td>
</tr>
<tr>
<td>1.2 XXXXXXXXXX</td>
<td></td>
</tr>
<tr>
<td>1.3 XXXXXXXXXX</td>
<td></td>
</tr>
<tr>
<td>2. Interoperability</td>
<td></td>
</tr>
<tr>
<td>2.1 Interfaces with other applications on device</td>
<td></td>
</tr>
<tr>
<td>2.2 Access to device capabilities</td>
<td></td>
</tr>
<tr>
<td>3. Security</td>
<td></td>
</tr>
<tr>
<td>4. Usability</td>
<td></td>
</tr>
<tr>
<td>4.1 Visual identity</td>
<td></td>
</tr>
<tr>
<td>4.2 Ease of adoption</td>
<td></td>
</tr>
<tr>
<td>4.3 Consistent user interface</td>
<td></td>
</tr>
<tr>
<td>5. Availability</td>
<td></td>
</tr>
<tr>
<td>6. Performance</td>
<td></td>
</tr>
<tr>
<td>7. Compatibility</td>
<td></td>
</tr>
<tr>
<td>8. Maintainability</td>
<td></td>
</tr>
<tr>
<td>9. Understandability</td>
<td></td>
</tr>
<tr>
<td>10. Reliability</td>
<td></td>
</tr>
<tr>
<td>11. Flexibility</td>
<td></td>
</tr>
<tr>
<td>12. Evolvability</td>
<td></td>
</tr>
<tr>
<td>12.1 XXXXXXXXXX</td>
<td></td>
</tr>
<tr>
<td>12.2 XXXXXXXXXX</td>
<td></td>
</tr>
<tr>
<td>13. Deployability</td>
<td></td>
</tr>
<tr>
<td>13.1 XXXXXXXXXX</td>
<td></td>
</tr>
<tr>
<td>13.2 XXXXXXXXXX</td>
<td></td>
</tr>
</tbody>
</table>
Appendix F. Question guide used during the retrospective interviews.

1. Was the design exploration process clear and reasonable in terms of
   (a) How we came to the main concerns?
   (b) How we came to the technology alternatives?
   (c) How we identified decision points and their dependencies?
2. How is the understandability of the decision views? (i.e., if stakeholders are able to interpret the decision views themselves after an introduction, or do they require someone to explain the captured information to them.)
3. Did we focus on the right concerns for you? If not, which concerns were missing?
4. Did we focus on the right technology alternatives? If not, which ones were missing?
5. Are the tradeoffs between the different technology alternatives clear? If not, which ones were unclear and in how far were they unclear?
6. Are the tradeoffs between the different architectural style alternatives clear? If not, which ones were unclear and in how far were they unclear?
7. In how far did the decision views help you making decisions and in how far will they help when it comes to mobile applications in the future?
8. How do the results impact your strategic roadmaps? What information was missing?
9. Any other feedback and suggestions for improvement?
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