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Abstract—Architecture Smells (ASs) are design decisions that can have significant negative effects on a system’s quality 
attributes such as reusability and testability. ASs are focused on 
higher level of software systems than code smells, which are 
implementation-level constructs. ASs can have much wider impact 
on a system than code smells. However, ASs usually receive less 
attention than code smells in both research and practice. We have 
conducted an exploratory study of developers’ conception of ASs 
by analyzing related discussions in Stack Overflow. We used 14 
ASs related terms to search the relevant posts in Stack Overflow 
and extracted 207 posts. We used Grounded Theory method for 
analyzing the extracted posts about developers’ description of 
ASs, causes of ASs, approaches and tools for detecting and 
refactoring ASs, quality attributes affected by ASs, and difficulties 
in detecting and refactoring ASs. Our findings show that: (1) 
developers often describe ASs with some general terms; (2) ASs 
are mainly caused by violating architecture patterns, design 
principles, or misusing architecture antipatterns; (3) there is a 
lack of dedicated tools for detecting and refactoring ASs; (4) 
developers mainly concern about the maintainability and 
performance of systems affected by ASs; and (5) the inability to 
quantify the cost and benefit as well as the lack of approaches and 
tools makes detecting and refactoring ASs difficult.

Keywords—Architecture Smell, Stack Overflow, Architecture 
Refactoring, Quality Attribute

I. INTRODUCTION

When software systems evolve, some bad smells are 
identified and fixed to maintain the systems. These smells can 
be classified into three categories according to their granularity: 
Architecture Smells (ASs), design smells, and code smells [2]. 
All these types of smells can negatively affect a system’s quality 
with different scopes of impact. Code smells are design issues 
that degrade understandability and changeability at the code 
level, which results in poor maintainability and hinders 
evolution of a system [4]. Design smells indicate violation of 
design principles such as acyclic dependencies principle, and 
have a potential impact on a set of classes in design structure [5]. 
ASs are the higher level design issues of a system. ASs are a 
typical type of architectural technical debt and can negatively 
affect system-wide maintainability of a software system. Refactoring ASs usually costs more effort than refactoring code 
smells and design smells [33].

During the evolution of a software system, it is important to 
periodically identify and refactor various types of smells to 
improve evolution and maintenance of software quality. Hence, 
refactoring is regarded as an integral part of software 
development process. Each smell has corresponding refactoring 
to improve software quality at different granularity levels. Code 
refactoring is carried out to eliminate code smells. Architectural 
refactoring, akin to code refactoring, is used to remove ASs [2].

Beyond that, Brown et al. and Moha et al. identified other code 
smells, such as Spaghetti Code [6] and Swiss Army Knife [7]. 
Also, many techniques and tools are employed to detect and 
refactoring code smells, such as JSpIRIT [11], PMD [12], and 
Jdeodorant [13]. Gupta et al. [14] conducted a review to 
investigate code smells in java source code, and he concluded 
that only five code bad smells are not provided with associated 
detection techniques in the literature.

Unlike code smells, there is limited literature published on 
ASs. There is no general consensus on the definition of ASs as 
different approaches define ASs differently. Samarthyam et al. 
[2] identified various definitions and terms for ASs, such as 
architectural bad smell [8], architectural defect [15], architecture 
anti-pattern [6], and architecturally-relevant code smell [16]. 
Despite that researchers proposed a catalogue of ASs and 
corresponding architectural refactorings [8], it is not clear how 
well their definitions of ASs are accepted and to what extent 
their refactoring approaches and tools are adopted by 
practitioners when detecting and refactoring ASs. There is a lack of 
empirical studies focusing on practitioners’ perception of ASs 
and how they detect and refactor ASs. To this end, this paper 
reports a study of how developers discuss ASs in practice.

As one of the online software development communities, 
Stack Overflow has been a most popular and widely used 
questions and answers (Q&A) platform for developers to ask 
and answer questions since 2008 [9]. Stack Overflow covers a 
wide range of topics of software development as a crowdsourced 
knowledge sharing platform. Recent studies have used Stack 
Overflow to extract architecture-relevant knowledge such as 
architectural decisions [21] and architecture patterns [24]. Tahir 
et al. investigated code smells and antipatterns over Stack 
Overflow [29]. We have used Stack Overflow as the source to 
search and extract 207 posts. We used Grounded Theory [32] to 
analyze the extracted posts for the purpose of: (1) identifying the 
terms developers use to describe ASs, (2) classifying the causes
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of ASs and the approaches and tools to detect and refactor ASs as well as the difficulties in detecting and refactoring ASs, and (3) collecting the quality attributes affected by ASs. This study is aimed at gaining evidence-based knowledge about developers’ perception of ASs.

The rest of the paper is structured as follows. Section II describes the related work. The research methodology (including research questions) is detailed in Section III. Section IV provides the study results, and Section V discusses the implications of the results. The threats to validity are presented in Section VI. Section VII concludes this work with future directions.

II. RELATED WORK

In this section, we review the literature on ASs and the use of Stack Overflow for empirical studies. We first present the studies about the definitions of ASs as well as the approaches and tools for detecting and refactoring ASs. Next, we briefly review the works that focus on addressing software engineering problems using developers’ discussions on Stack Overflow.

A. Architecture Smells

Several studies proposed the definition of AS with specific subtypes. Lippert et al. [17] treat ASs as a type of bad smells indicating an underlying problem at a higher level of a system’s granularity. Garcia et al. [8] propose the commonly used definition of AS “a commonly (although not always intentionally) used architectural decision that negatively impacts system quality”. This definition was adopted by many studies, such as Amirat et al. [18], and Kaur et al. [19], which investigated AS refactoring using a graph transformation approach and assessed ASs in product line architecture respectively. These papers pointed out that it is critical to detect and refactor ASs for maintaining system design.

Le et al. [10] described four different categories of ASs: interface-based smells, change-based smells, concern-based smells, and dependency-based smells. They also proposed corresponding architecture decay metrics to detect these ASs and suggested quality attributes affected by ASs. Samarthyam et al. [2] discussed the necessity of architectural refactoring, and many approaches and tools had been proposed to detect and refactor ASs. A tool named Arcan was developed by Fontana et al. [3] to detect three kinds of ASs based on evaluating architecture dependency graph [20][33]. Rizzi et al. presented a tool (as an extension of Arcan) that identifies and removes Cyclic Dependency smells [34]. Mo et al. [35] formally defined five architecture hotspot patterns (a type of ASs) and reported a hotspot detector to automatically detect these five ASs in code base. Bertran et al. [16] defined a set of architecturally-relevant code smells, and analyze the techniques for detecting design smells.

Our literature review indicates that there is no reported empirical research on ASs especially from the perspective of developers. To close this gap, we have conducted an exploratory study to investigate developers’ understanding of ASs and the refactoring tools used.

B. Empirical Studies using Stack Overflow

Recently, researchers and practitioners have been making use of developers’ questions, answers, and discussions available on Stack Overflow for exploring a wide range of topics since the first paper was published in 2011 [22]. Zou et al. [25] employed the topic model technique to analyze non-functional requirements-related textual content on Stack Overflow posts with the goal of comprehending the actual requirements of developers. Venkatesh et al. [26] reported a Python crawler to extract discussions about Web APIs and applied Latent Dirichlet Allocation to analyze the topics of Web API. Similarly, Linares-Vásquez et al. [27] and Yang et al. [28] used topic modeling techniques to obtain the topics of mobile-development related questions and security-related questions respectively. Tahir et al. [29] investigated developers’ perceptions of code smells and antipatterns by analyzing the related posts on Stack Overflow. Bi et al. [24] analyzed architecture patterns and their relationships with quality attributes and design contexts by collecting architecture pattern related discussions on Stack Overflow. In this study, we aim to extract the discussions of ASs from Stack Overflow with the aim of studying developers’ perception of ASs.

III. METHODOLOGY

We aimed at revealing the insights of developers about the characteristics of ASs and their impact on software systems as well as development effort. The goal of this study is: to explore the definitions and classifications of ASs and corresponding refactorings; to analyze how developers detect and refactor ASs using specific approaches and tools; and to understand the causes of the occurrence of ASs and their impact on system qualities. We have conducted an exploratory study following the guideline [1] by mining and analyzing Stack Overflow posts to achieve the above goal.

A. Research Questions

According to the goal of this study, we formulate five Research Questions (RQs) in TABLE I.

<table>
<thead>
<tr>
<th>Research Question</th>
<th>Rationale</th>
</tr>
</thead>
<tbody>
<tr>
<td>RQ1: How developers describe ASs in software development?</td>
<td>Researchers and practitioners often use different terms to describe ASs, e.g., architectural antipatterns, design smells, and architectural anomalies [2]. We want to provide not only a category of terms for describing ASs, but also want to gain an insight into how many kinds of ASs are described on Stack Overflow, in order to facilitate the understanding of the concept of AS.</td>
</tr>
<tr>
<td>RQ1.1: What is the classification of ASs according to their descriptions?</td>
<td></td>
</tr>
<tr>
<td>RQ2: What are the causes of ASs from the developers’ perspective?</td>
<td>We want to know why ASs are generated. The answer of this RQ can inspire developers to come up with (1) solutions for preventing ASs from happening and (2) approaches to identifying ASs.</td>
</tr>
<tr>
<td>RQ3: What approaches or tools are used to detect and refactor ASs?</td>
<td>We want to know how developers detect and refactor ASs.</td>
</tr>
</tbody>
</table>
B. Data Collection and Filtering

Stack Overflow\(^2\), as a Q&A platform, is popularly used by millions of professionals (e.g., developers or architects) to post questions and collect feedback [30]. Crowdsourced knowledge on Stack Overflow provides rich information for mining and analyzing discussions on architecture smells.

(1) Search and collect candidate posts: We used automatic search to find relevant posts on Stack Overflow. To retrieve as many relevant posts as possible, we collected terms about ASs from literature (e.g., [2][8]). Smells in software development include defects and violations [2], thus “architecture violation” and “architecture defect” should be considered as search terms. In addition, smells are also called bad smells [8], and both “architecture smell” and “architecture bad smell” should be considered as search terms. The search terms used in this study are listed below:

“architecture smell” OR “architectural smell” OR “architecture bad smell” OR “architectural bad smell” OR “architecture defect” OR “architectural defect” OR “architectural violation” OR “architecture violation” OR “architectural refactoring” OR “architecture refactoring” OR “architecture antipattern” OR “architectural antipattern” OR “architecture anti-pattern” OR “architectural anti-pattern”.

We used the above terms to search in the titles, questions, comments, answers, and tags of posts in Stack Overflow. Most of the existing work did not consider comments when mining and analyzing data in Stack Overflow posts (e.g., [24][27]), which may result in missing of relevant information in comments. In this study, we included comments for data collection in order to make sure that the overall contexts of the posts are considered. The automatic searches were performed by searching each term and finally we retrieved 5950 posts as list included.

The retrieved Stack Overflow posts were sorted and analyzing discussions on architecture smells. Instead of ASs, such as code level smells, this post was excluded.

Before the formal post filtering, a pilot post filtering was conducted by the first author with 50 posts randomly selected from 5950 posts, and the second author checked the results so that the two authors can get a consensus on the understanding of the abovementioned inclusion and exclusion criteria. Any disagreements and misunderstandings on the filtered results were discussed between the two authors.

The retrieved posts in TABLE II were manually checked by the first author to confirm whether the posts are related to ASs. The first author manually collected the first 50 retrieved posts by each search term, which ended up with 700 posts in total, and he removed the duplicated posts resulting in 400 posts in total. The first author then selected the posts to be further analyzed based on the abovementioned criteria. When the first author had any posts that he could not decide, these posts were discussed by the first two authors to reach a consensus. After that, we finally got 207 posts for data extraction and analysis, and the final numbers of the selected posts by each search term are shown in the last column of TABLE II.

C. Data Extraction and Analysis

(1) Extract data: To answer the research questions formulated in the above section, we extracted the related data from the selected 207 posts. The extracted data items to be extracted are listed in TABLE III.

<table>
<thead>
<tr>
<th>#</th>
<th>Search term</th>
<th>No. of retrieved posts</th>
<th>No. of selected posts</th>
</tr>
</thead>
<tbody>
<tr>
<td>ST1</td>
<td>architecture smell</td>
<td>339</td>
<td>35</td>
</tr>
<tr>
<td>ST2</td>
<td>architectural smell</td>
<td>340</td>
<td>12</td>
</tr>
<tr>
<td>ST3</td>
<td>architectural bad smell</td>
<td>89</td>
<td>26</td>
</tr>
<tr>
<td>ST4</td>
<td>architecture bad smell</td>
<td>88</td>
<td>3</td>
</tr>
<tr>
<td>ST5</td>
<td>architecture defect</td>
<td>103</td>
<td>13</td>
</tr>
<tr>
<td>ST6</td>
<td>architectural defect</td>
<td>100</td>
<td>1</td>
</tr>
<tr>
<td>ST7</td>
<td>architectural violation</td>
<td>997</td>
<td>30</td>
</tr>
<tr>
<td>ST8</td>
<td>architecture violation</td>
<td>1041</td>
<td>10</td>
</tr>
<tr>
<td>ST9</td>
<td>architecture antipattern</td>
<td>67</td>
<td>28</td>
</tr>
<tr>
<td>ST10</td>
<td>architectural antipattern</td>
<td>72</td>
<td>9</td>
</tr>
<tr>
<td>ST11</td>
<td>architecture anti-pattern</td>
<td>404</td>
<td>28</td>
</tr>
<tr>
<td>ST12</td>
<td>architectural anti-pattern</td>
<td>308</td>
<td>6</td>
</tr>
<tr>
<td>ST13</td>
<td>architectural refactoring</td>
<td>924</td>
<td>10</td>
</tr>
<tr>
<td>ST14</td>
<td>architecture refactoring</td>
<td>1078</td>
<td>5</td>
</tr>
<tr>
<td><strong>Total No. of posts</strong></td>
<td><strong>5950</strong></td>
<td><strong>207</strong></td>
<td></td>
</tr>
</tbody>
</table>

\(^2\)https://stackoverflow.com/
We identified the terms used to describe ASs by developers as listed in TABLE IV. We classified the terms used for AS descriptions into three types: Architecture, Design, and Architecturally-relevant code smell. For the architecture related terms, developers used both specific and general terms to describe ASs. Some developers used general terms to reveal that the architectures in use have certain types of smells without referring to specific ASs. They usually described ASs by using terms such as “bad smell in architecture”, “messy architecture”, and “architectural defect”. For example, one developer mentioned that “A renderer engine shouldn’t be tied to a particular view. Yours seem like a mix of a view, view template and view renderer, it is just a bad architecture”. Some other developers used specific terms to describe ASs, such as “violation of architecture patterns” and “component problems”. For example, with respect to component problems in architectures, one developer listed several specific types of ASs, such as circular dependency among components, scattered parasitic functionality, and ambiguous interfaces. Furthermore, developers also used terms about implementation architectures to express ASs. For example, the code architecture has defects or the architecture has bad code smells. Finally, developers do not always distinguish between design smells and ASs. They used terms like “design defect” or “design smell” to refer to AS, for example, one developer mentioned that “DTOs by nature are easily serialized and ready to be sent to an external system in an SOA architecture or embedded into a message. Using ViewModels will have a negative impact on my architecture. In a CQRS, I suppose that is a design smell”.

B. Results of RQ2

For this question, we manually analyzed the contents of the posts to understand the context in which ASs occurred. After understanding the potential reasons for generating ASs, the related data for answering this RQ were codified.

In TABLE V, we listed 3 types of causes of ASs with their examples and occurring counts.

### TABLE IV. TERMS THAT DEVELOPERS USED TO DESCRIBE ARCHITECTURE SMELLS

<table>
<thead>
<tr>
<th>Type</th>
<th>Subtype</th>
<th>Term</th>
<th>Example</th>
<th>Count</th>
</tr>
</thead>
<tbody>
<tr>
<td>Architecture</td>
<td>General terms</td>
<td>Bad smell in architecture</td>
<td>The bad smell in a component architecture is if you are spending time on thinking or working on the infrastructure to manage and combine components, rather than the components themselves.</td>
<td>23</td>
</tr>
<tr>
<td></td>
<td>Wrong with architecture</td>
<td>But how I resolve an IMaquinasListaMaquinaViewModel letting it know which Maquina is it about?</td>
<td>What is wrong with my architecture? Because I feel like something smells bad.</td>
<td>6</td>
</tr>
<tr>
<td></td>
<td>Architecture defect</td>
<td>I was trying the same case using Mode.objects.create() but failed as it also updates existing records</td>
<td>It seems to be defect in django ORM architecture.</td>
<td>5</td>
</tr>
<tr>
<td></td>
<td>Messy architecture</td>
<td>But somehow, this smells like it should be refactored somehow. Internal is always something I’d use sparingly because it can lead to a very messy architecture.</td>
<td></td>
<td>2</td>
</tr>
<tr>
<td></td>
<td>Poor architecture</td>
<td>Technical debt (also known as design debt or code debt) is a neologistic metaphor referring to the eventual consequences of poor software architecture and software development within a codebase.</td>
<td></td>
<td>2</td>
</tr>
<tr>
<td></td>
<td>Suboptimal architecture</td>
<td>Thus, the use of short executable-producing iterations focused on exposing a suboptimal and/or brittle architecture.</td>
<td></td>
<td>2</td>
</tr>
<tr>
<td></td>
<td>Mistake in architecture</td>
<td>Anti-pattern is not a code smell. It is a mistake in architecture.</td>
<td></td>
<td>2</td>
</tr>
<tr>
<td></td>
<td>Architectural problem</td>
<td>I am currently working on a project with some (in my opinion) architectural problems.</td>
<td></td>
<td>2</td>
</tr>
<tr>
<td>Specific terms</td>
<td>Violation of architecture</td>
<td>Violation of MVP architecture pattern, violation of the RESTful architecture, violation of MVC architecture, webservice architecture smell, microservice architecture smell</td>
<td></td>
<td>32</td>
</tr>
</tbody>
</table>

---

3 https://www.maxqda.com/

4 https://tinyurl.com/yc3wwton
<table>
<thead>
<tr>
<th>patterns</th>
<th>Example</th>
</tr>
</thead>
<tbody>
<tr>
<td>Architectural antipattern</td>
<td>Service Locator antipattern, SQL entity-attribute-value antipattern, anemic domain model, Flux antipattern</td>
</tr>
<tr>
<td>Layer problem</td>
<td>Violated layer, missing layer.</td>
</tr>
<tr>
<td>Component problem</td>
<td>Cyclical dependency among components, scattered parasitic functionality, ambiguous interfaces</td>
</tr>
<tr>
<td>Architecturally-relevant code smell</td>
<td>I’d recommend you to inject FirstFile into SecondFile. Now your code has a smell of bad architecture.</td>
</tr>
<tr>
<td>Code smells in architecture</td>
<td>N. B. This architecture has a really bad code smell. I’m sure there’s a better way to do this.</td>
</tr>
<tr>
<td>Code architecture defect</td>
<td>I want to know if I am working wrong, or my code architecture has defects. Here are my functions to use.</td>
</tr>
<tr>
<td>Design</td>
<td>Bad design</td>
</tr>
<tr>
<td>Design defect</td>
<td>There was a bug in the architecture which we encountered only through prototyping and testing. This is a design level defect completely expressible in logic, precisely the type of defect Alloy is designed for.</td>
</tr>
<tr>
<td>Design smell</td>
<td>The GUI is event based, so unless it somehow just wakes up every few milliseconds and seeks out the last IDetarget and registers one of its views as a listener, I don’t see how this is going to work. And that would be a bad design smell in Eclipses plugin architecture.</td>
</tr>
</tbody>
</table>

(1) Architecture antipattern. Among the mentioned architecture antipatterns, anemic domain model has the highest frequency followed by Service Locator antipattern and Singleton antipattern. For example, developers discussed Anemic domain model in the answer of a post “If you treat your DTOs as a domain model layer (in other words, you have no domain logic separate from the user interface), then you are using your DTOs as an anemic domain model, which is a severe architectural anti-pattern”. In most cases, when discussing these antipatterns, developers had an inconsistent understanding of whether Service Locator and Singleton are antipatterns in certain context. One developer reported “View controllers are often created when needed and automatically deallocated when not needed anymore; that kind of view controller couldn’t be a singleton. If your view controller was a singleton I would question your decision. On the other hand, for a Model class, being a singleton wouldn’t be unusual at all”.

(2) Violation of architecture pattern. When employing architecture patterns in systems, ASs were caused due to misusing or violating these architecture patterns. For example, when using MVC pattern, developers often suffered smells due to certain violations, such as mixing of view and controller logic, leaking domain objects into view, coupling the model and view, and views created inside a controller of the class.

(3) Violation of design principle. If developers induced architecture smells due to violation of design principles, we consider these factors as the causes of ASs. As presented in TABLE V, the most discussed causes of ASs are violating the principle of low coupling and high cohesion, and SOLID. For violation of the low coupling principle, Circular Dependency is the most mentioned cause of ASs that violates the Acyclic Dependencies Principle. For example, one developer stated “I have two services A and B. I use service A inside service B and service B inside service A”. Besides, violating the Separation of

<table>
<thead>
<tr>
<th>Type</th>
<th>Cause</th>
<th>Example</th>
<th>Count</th>
</tr>
</thead>
<tbody>
<tr>
<td>Architecture antipattern</td>
<td>Anemic domain model</td>
<td>That separates the domain logic from the domain objects, leading to an anemic domain model. But that goes against all my OOD instincts; I agree with Martin Fowler that it is an anti-pattern.</td>
<td>17</td>
</tr>
<tr>
<td>Service Locator antipattern</td>
<td>The Service Locator is considered an anti-pattern in modern application architecture.</td>
<td>12</td>
<td></td>
</tr>
<tr>
<td>Singleton antipattern</td>
<td>The problem with angular's service &quot;pattern&quot; is the fact that it is just a singleton (due to way DI works in angular). And building your application architecture using singleton instance objects will result in naive application architecture.</td>
<td>11</td>
<td></td>
</tr>
<tr>
<td>Microservice antipattern</td>
<td>You have one big file/db with all the parameters, settings and preferences. Your customers are used to go to this one &quot;place&quot; and set the system. With microservices architecture, this &quot;centralism&quot; seems like an antipattern.</td>
<td>2</td>
<td></td>
</tr>
<tr>
<td>Other antipatterns</td>
<td>You can read my HYPERLINK: [<a href="https://vladmihalcea.com/the-open-session-in-view-anti-pattern/">https://vladmihalcea.com/the-open-session-in-view-anti-pattern/</a> Open Session In View Anti-Pattern article. Otherwise, here's a summary for why you shouldn't use Open Session In View. Open Session In View takes a bad approach to fetching data.</td>
<td>10</td>
<td></td>
</tr>
<tr>
<td>Violation of architecture pattern</td>
<td>Violation of the MVC pattern</td>
<td>Mixing of view/controller logic here; leaking domain objects into view, not one-view-one-view model; it’s not a good way to access the current_user in a model, this logic belongs to the controller; coupling the model and the view.</td>
<td>15</td>
</tr>
<tr>
<td>Violation of Layered architecture</td>
<td>Violation of RESTful architecture</td>
<td>found lots of architectural layering issues where lower layers are referencing upper layers.</td>
<td>10</td>
</tr>
<tr>
<td>Violation of RESTful architecture</td>
<td>Duplicate validation logic on client (javascript) and server side: REST is great for</td>
<td>8</td>
<td></td>
</tr>
</tbody>
</table>
Concern (SoC) principle also regularly triggers ASs. For example, developers mentioned that “Architecture component A has many functionalities per se, or component A and B have many overlapping functionalities in use”.

In addition, developers hardly distinguished between architecture antipatterns and design antipatterns, as well as architecture patterns and design patterns, for example, some posts that discussed architecture patterns, but were labeled with the tag of design pattern. In our coding and analysis, only when developers mentioned design antipatterns, design patterns, and design principles in an architecture context, we considered design antipatterns, and violations of design patterns and principles as the causes of ASs.

C. Results of RQ3

Our analysis of the data reveals that developers proposed most approaches for detecting and refactoring ASs based on the abovementioned causes of ASs. Therefore, most approaches presented in TABLE VI correspond to the abovementioned causes in TABLE V. There are still cases in which certain types of ASs were mentioned without providing specific solutions, such as violating the KISS and DRY principles.

Another finding is that developers mentioned several general approaches for detecting and refactoring ASs. For example, some developers proposed to combine tools and tests in their solutions “But a combination of tools and tests often give enough hints on various ASs”. Beyond that, other developers came up with architecture visualization by using the Dependency Structure Matrix (DSM) to detect ASs, such as circular dependency. Developers also suggested that formal methods can be employed to specify and check the constraints and invariance of architecture for detecting ASs.

We enlist the tools developers used to detect and refactor ASs in Fig. 1 ranked by their numbers of mentions. There are no

<table>
<thead>
<tr>
<th>Type</th>
<th>Approach</th>
<th>Example</th>
</tr>
</thead>
<tbody>
<tr>
<td>Refactor architecture antipattern</td>
<td>Remove Entity-Attribute-Value antipattern</td>
<td>You’re using a variation of the terrible antipattern called Entity-Attribute-Value. Eventually you’ll want a few more attributes and you might exceed some architectural limit of the database on the number of joins it can do. The solution is: don’t reconstruct the row in SQL. Instead, query the attributes as multiple rows, instead of trying to combine them onto a single row.</td>
</tr>
<tr>
<td></td>
<td>Remove Service Locator antipattern</td>
<td>If anyone is interested, I found a way to remove the ServiceLocator in my objects and still dynamically load/discover dependencies at runtime. The way I solved it was by registering my components in my DI container in the following way (using the Mediator pattern).</td>
</tr>
<tr>
<td></td>
<td>Remove Singleton antipattern</td>
<td>This can make sense if you want to use different customisations of the APIClient for particular service classes, but if you, for some reasons, don’t want extra copies or you are sure that you always will use one particular instance (without customisations) of the APIClient - make it a singleton, but DON’T pleaseDON’T make service classes as singletons.</td>
</tr>
<tr>
<td></td>
<td>Remove A-Session-Per-Operation antipattern</td>
<td>(Topic: Refactor a DAL (Data Access Layer) with Hibernate, DAO (Data Access Object), service and unit of work: how to put all together) DAO should be about persistence only. They need not know anything about sessions. Let the service give the DAO what it needs to persist an object.</td>
</tr>
<tr>
<td></td>
<td>Remove Anemic domain model</td>
<td>For more info look at the Anemic and Richdomain models. Some service methods and business logic can be handled in the model, so it will be a &quot;rich&quot; (with behaviour) model.</td>
</tr>
<tr>
<td>Follow architecture pattern</td>
<td>Follow the MVC pattern</td>
<td>One-view-one-templatel. Code logic (model) and your view (template) logic are separate: The presenter should bind the model and view in MVP. Use a subclass of UVView in viewDdlaod. Don’t combine the controller, a model or a view in one class. View entirely independent of the model.</td>
</tr>
<tr>
<td></td>
<td>Follow Layered architecture</td>
<td>Separation required between the layers; Construct a business layer between GUI and DAL; Business Logic runs independently of Database; Put the LINQ query into a component that feeds the UI layer.</td>
</tr>
<tr>
<td></td>
<td>Follow RESTful architecture</td>
<td>REST services shouldn’t use WSDLs; Stop trying to shoehorn every aspect of REST into every resource. It’s really painful to map a checkout procedure as a restful resource and not worth the effort.</td>
</tr>
</tbody>
</table>
dedicated tools that were specifically built for detecting or refactoring ASs. To summarize the results, most developers tend to analyze and assess architecture as well as identify architecture violations by investigating the code and using code analysis tools, such as PMD, NDepend, and SonarQube. On the one hand, they used Sonar architectural rule engine or PMD rule extension installed on the Sonar server to detect architecture violations. They employed NDepend that shows dependency diagrams of assemblies which can immediately track the architecture violations and take actions reactively.

Developers also created and configured their own detecting and refactoring rules for their architecture as well as gathered information about the quality of architecture with the help of the above tools. For example, some developers used Checkstyle or PMD with Eclipse IDE to flag architecture violations at the build time by configuring their own rules, as one developer stated “We use both Lattix and NDepend to track dependencies of our assemblies. Both tools support static visualizing dependencies between assemblies and classes through defining a dependency structure matrix (DSM). A DSM gives you the ability to show the architecture of your application. For example, if you use layering this should be visible in the DSM. Cyclic dependencies will also be visible in a DSM”. 

D. Results of RQ4

TABLE VII shows the quality attributes that developers discussed about the effect of ASs with their examples and numbers of mentions. The majority of developers (69.2%, 27 out of 39 mentions) complained that smells in architecture create future maintenance pain and make software systems hard to maintain. Several developers considered that ASs may have negative effects on a software system quality, such as not achieving the performance they were looking for. Few developers mentioned that smells avoided in original architecture may creep up in the new architecture, and this situation made code hard to test and decreased code reusability. The result shows that when developers discuss ASs, they tend to take maintainability as the key consideration.

![Fig. 1. Tools for detecting and refactoring architecture smells](image)

<table>
<thead>
<tr>
<th>Quality attribute</th>
<th>Example</th>
<th>Count</th>
</tr>
</thead>
<tbody>
<tr>
<td>Maintainability</td>
<td>You basically picked every antipattern I can think of - maintenance nightmare, overdesigned with tons of useless technologies in there. You force layer technologies into a tiered architecture.</td>
<td>27</td>
</tr>
<tr>
<td>Performance</td>
<td>There is something we could consider anti-patterns when using JMS/Asynchronous Messaging architectures? Sometimes, designs may lead us to prove side effects instead of achieving that performance we are looking for.</td>
<td>5</td>
</tr>
<tr>
<td>Testability</td>
<td>However, we had instances where people directly imported the model in view and called the functions violating the norms and hence the test cases couldn’t be written properly.</td>
<td>4</td>
</tr>
<tr>
<td>Reusability</td>
<td>The main issue I see is that child components are hardly reusuable in such scenario since they are tightly coupled with</td>
<td>3</td>
</tr>
</tbody>
</table>
E. Results of RQ5

We collected and classified difficulties in detecting and refactoring ASs into five types as shown in TABLE VIII. Most developers are concerned about the time cost involved in detecting and refactoring architecture. Before they made decisions on whether or not to refactor an AS, they usually made a cost-benefit analysis, but it is difficult to make sure that refactoring would speed the development and deliver a long-term benefit. Many developers stated that they lacked tools to fix ASs and evaluate the potential cost. Developers do not have the approaches to evaluate how good their architecture is and restrict subsequent developers from violating architecture patterns. Moreover, there are no definitions of what is a robust architecture and specific ASs, which hinders developers from detecting and identifying specific ASs in their architectures. Developers often mentioned that there were just too many ASs, but they did not know the specific types of these ASs due to the lack of definitions of various ASs. Some developers considered AS refactoring difficult because the architects who refactor architecture are often not the original architect, therefore new architects often do not maintain conceptual integrity of an architecture and run the risk that smells avoided in the original architecture may be getting worse in a subsequent version.

<table>
<thead>
<tr>
<th>Difficulty</th>
<th>Example</th>
<th>Count</th>
</tr>
</thead>
<tbody>
<tr>
<td>Cost-benefit trade-off</td>
<td>I have often experienced that long-lasting architectural problems, such as application modularity, migrating between abs, are difficult to be refactored due to urgent demands from the business side. It is also difficult to argue from developer's view point how quantitatively such refactoring would enhance the development speed and longer-term benefit. Refactoring is a delicate and time-consuming project.</td>
<td>7</td>
</tr>
<tr>
<td>Lack of approaches</td>
<td>Yet, there are many dimensions to architecture that these won't measure. Scalability, performance, deployment footprint, uptime, runtime characteristics, etc. How can I measure the quality of my software architecture?</td>
<td>5</td>
</tr>
<tr>
<td>Lack of definitions</td>
<td>I think one problem is that there is no definition for 'robust architecture'. There is only something that might be appropriate for what you're trying to do.</td>
<td>5</td>
</tr>
<tr>
<td>Lack of tools</td>
<td>So, for example, PMD could tell you how many times your code violates certain rules, but it cannot tell you how much work it would be to fix them, or how much extra work in the future would be incurred because you didn't fix it now.</td>
<td>3</td>
</tr>
<tr>
<td>Member fluctuation</td>
<td>Refactoring is often difficult because the refactore often isn't the same person as the original designer. Therefore, he or she doesn't have the same background in the system and the decisions that went behind the original design.</td>
<td>3</td>
</tr>
</tbody>
</table>

V. DISCUSSION

In this section, we further discuss and interpret the study results for each RQ.

Description of ASs: The results of RQ1 show that most developers used some negative words like “bad”, “wrong”, “brittle”, and “messy” architecture to describe their architectures with smells (see TABLE IV). They tended to ask whether an architecture has smells or an architecture is bad without specifying concrete names of ASs. Some other developers used more detailed words to express smells that exist in architecture, such as violation of architecture patterns, architecture antipatterns, and layer or component problems. But developers seldom used concrete types of ASs defined in literature [10][33][35] to refer to smells in their architectures, such as cyclical dependency, scattered parasitic functionality, and ambiguous interfaces. Among these specific types of ASs, the most mentioned type of smells is cyclical dependency [33] that two or more components depend on each other.

Causes of ASs: The results of RQ2 demonstrate that three types of causes can be accounted for ASs. By analyzing the answers of the posts about why architecture has smells or architecture is bad, we identified three major causes: developers misused antipatterns in architectures, violated architecture patterns, or violated architecture design principles. But sometimes developers may have different opinions about when an architecture design is considered as an AS in various contexts. For example, when one asked whether it led to an AS by using Singleton or Service Locator in architecture, responders had a conflicting understanding. Moreover, violation of certain design principles can cause ASs, e.g., tight integration between swing UI and the business logic can cause an AS by violating the low coupling principle. In this case, design smells are intertwined with ASs.

Approaches and tools for detecting and refactoring ASs: From TABLE VI in Section IV, we conclude that most approaches for detecting and refactoring ASs are proposed to corresponding causes and aim for specific architecture problems. For example, if an AS is caused by violating the layered architecture pattern, developers recommend a corrective action like clear separation between layers. But still, some general approaches are suggested by developers to detect and refactor ASs. For example, peer review and inspection are required to reassess your architecture.

As mentioned in some studies, ASs can be detected or refactored with dedicated tools such as Arcan [20][33], Hotspot Detector [35], and SCOOP [36], but none of these tools (as discussed in the results of RQ5) have been employed by developers, which indicates that there is a gap and mismatch between academia and industry. In addition, the tools for detecting and refactoring ASs discussed by developers are common code smell detection tools (e.g., PMD), which are not dedicated and effective to detect and refactor specific ASs.

Quality attributes affected by ASs: The most frequently concerned quality attributes when discussing ASs are Maintainability and Performance by stating that ASs would cause maintenance and performance pain spots in the long run. It is not sufficient to only talk about that ASs have detrimental
impacts on maintainability and performance in general without specifically discussing the detailed impact on these two quality attributes as well as on other quality attributes, e.g., understandability and modifiability. When refactoring ASs, developers need to be careful when making a tradeoff between various quality attributes affected by ASs (i.e., technical debt [38]) based on the contexts of their projects.

**Difficulties in detecting and refactoring ASs:** The results of RQ6 reveal that the most important challenge that impedes developers from detecting and refactoring ASs is to quantify and evaluate the cost and benefit. It is hard to persuade companies to refactor ASs without providing them the information to make a cost-benefit trade-off. Lack of tools and approaches is another difficulty that hampers developers from refactoring architecture. Moreover, unfamiliarity with ASs defined in the literature makes developers incapable to use dedicated tools in the literature to detect and refactor these ASs.

VI. THREATS TO VALIDITY

In this section, we discuss three threats to the validity of this study according to the categorization [37]. Internal validity is not considered here, since this study does not address any causal relationships between variables and results.

A. Construct Validity

Construct validity concerns the extent to which an experiment measures what it is supposed to measure. In this study, construct validity refers to whether or not the methodology used can rationally support the results. The first threat to this validity is related to the search terms we used to collect ASs related posts. There is a possibility that we may leave out other terms that developers used to describe ASs. To reduce this threat, we reviewed papers related to ASs and checked various terms that are synonymous with ASs. Another threat lies in the manual analysis of the selected posts because manually coding and analyzing may introduce personal oversight and bias. To overcome this threat, we used an interpretive research method - Grounded Theory to conduct quantitative analysis. Moreover, before the formal coding, we conducted a pilot of data filtering, extraction, and analysis by the first two authors, and any conflicting results of these three activities were discussed and resolved to eliminate personal bias. After the first author finished analyzing data, the second author checked the results to verify and refine the results. Lastly, we may miss some relevant posts that refer to ASs but only use the terms e.g., “design smell” or “design antipattern”, because developers hardly distinguished between architecture antipatterns and design antipatterns, as well as architecture smells and design smells as the results presented in Section IV.B. As an exploratory study, our intention is to understand ASs discussed in Stack Overflow instead of retrieving all the AS posts, and we decided not to use the search terms “design smell” and “design antipattern” due to many irrelevant results.

B. External Validity

External validity refers to the extent of generalizability of the study results. In this work, we collected data from Stack Overflow which is the largest and most popular Q&A community for developers. But we just collected and analyzed the top 50 related posts retrieved by each search term, which may result in omitting data of the remaining posts. Moreover, ASs related data in other development communities like GitHub are needed to supplement our study results, which is considered as our future work.

C. Reliability

Reliability concerns the repeatability of this study. To mitigate the threats to reliability, we specified the data collection, filtering, extraction, and analysis process in a research protocol which was discussed and confirmed by all the authors. Furthermore, a pilot study was conducted and the analysis results were checked to eliminate the misinterpretation of the results. Hence, we are confident that the similar results can be achieved when other researchers repeat this study.

VII. CONCLUSIONS AND FUTURE WORK

We have performed an empirical study of developers’ perception of ASs by collecting and analyzing 207 posts from Stack Overflow. The results reveal that the level of practical knowledge about ASs including the descriptions of ASs, the causes of ASs, how developers detect and refactor ASs with approaches and tools, the quality attributes affected by ASs, and the difficulties of detecting and refactoring ASs. We employed Grounded Theory to analyze the qualitative data and the main findings of this study are the following: (1) Developers often describe ASs with some general terms like “bad”, “wrong”, “brittle” or violation of architecture patterns. They hardly use the terms of specific architecture smells defined in literature. (2) The reasons why developers introduce smells in their architectures are violating architecture patterns, misusing architecture antipatterns, or violating design principles. (3) Most developers propose approaches for detecting and refactoring ASs based on the causes of these architecture smells with their specific contexts. (4) There is a lack of dedicated tools for detecting and refactoring ASs as discussed by developers, but they tend to employ code static analysis tools for ASs. Dedicated tools for ASs discussed in literature have not been adopted by practitioners. (5) Developers mainly concern about maintainability and performance of the systems affected by ASs. (6) Developers have difficulties in detecting and refactoring ASs mainly because they lack approaches and tools and cannot quantify the cost.

The study results provide several implications for our future research including: (1) Employing semi-automatic approaches to extract and analyze AS related data from all the related posts. (2) Exploring the reliability of the results about ASs in other developer communities like GitHub. (3) Conducting other empirical studies such as surveys to supplement our results. (4) Proposing a catalogue of ASs and refactoring approaches and tools by synthesizing relevant studies.

REFERENCES


